# Homework: Introduction to Mathematics

This document defines homework assignments from the [“C# Basics“ Course @ Software University](http://softuni.bg/courses/csharp-basics/). Please submit as homework a single txt/doc/docx file holding the answers of all below described problems.

## Some Primes

Find the 24th, 101st and 251st prime number.

## Some Fibonacci Primes

Check if the 24th, 101st and 251st prime numbers are part of the base Fibonacci number set. What is their position?

## Some Factorials

Find 100!, 171! and 250! Give all digits.

## Calculate Hypotenuse

You are given three right angled triangles. Find the length of their hypotenuses.

1. Catheti: 3 and 4
2. Catheti: 10 and 12
3. Catheti 100 and 250

## Numeral System Conversions

Convert 1234d to binary and hexadecimal numeral systems.

Convert 1100101b to decimal and hexadecimal numeral systems.

Convert ABChex to decimal and binary numeral systems.

## Least Common Multiple

Find LCM(1234, 3456).

# Homework: Introduction to Programming

This document defines homework assignments from the [“C# Basics“ Course @ Software University](http://softuni.bg/courses/csharp-basics/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code only) of all below described problems.

## Play with Visual Studio

Familiarize yourself with Microsoft Visual Studio (if you already have it installed) or **install Visual Studio** (or Visual Studio Express) at your laptop or home computer. Search in Internet for the correct download link: <http://google.com/search?q=download+visual+studio>. You do not have to submit anything in your homework for this problem.

Start Visual Studio and play with it. **Create a simple C# program** (console application), compile and run it.

## Blank Solution in Visual Studio

Create a **blank solution** in Visual Studio called “Intro-Programming-Homework”. This solution will hold all your homework projects, code and files. For each problem (exercises) add a separate project with self-descriptive name like “Hello-World” and “Print-Your-Name”. You do not have to submit anything in your homework for this problem.

## Play with MSDN Library

Play with Microsoft Developer Network (MSDN) Library Documentation. You may find it online at <http://msdn.microsoft.com/library>.

* Find information about Console.WriteLine() method in MSDN.
* Find information about the Console class.
* Find information about the class keyword.

You do not have to submit anything in your homework for this problem.

## Hello World

Create, compile and run a **“Hello C#” console application**. Ensure you have named the application well (e.g. “”HelloCSharp”). You should submit the Visual Studio project holding the HelloCSharp class as part of your homework.

## Print Your Name

Modify the previous application to **print your name**. Ensure you have named the application well (e.g. “PrintMyName”). You should submit a separate project Visual Studio project holding the PrintMyName class as part of your homework.

## Print Numbers

Write a program to print the numbers 1, 101 and 1001, each at a separate line. Name the program correctly. You should submit in your homework the Visual Studio project holding the source code of the PrintNumbers program.

## Print First and Last Name

Create console application that **prints your first and last name**, each at a separate line.

## Square Root

Create a console application that calculates and prints the **square root** of the number 12345. Find in Internet “how to calculate square root in C#”.

## Print a Sequence

Write a program that prints the first 10 members of the sequence: 2, -3, 4, -5, 6, -7, ...

## Reformat C# Code

Reformat the following C# code to **make it readable** according to the C# best practices for code formatting. Change the casing of the identifiers in the code (e.g. use PascalCase for the class name):

|  |
| --- |
| HorribleCode.cs |
| using  System;  class hoRRiblEcoDe  {  static  void  Main()  {  Console.  WriteLine("Hi, I am horribly formatted program"  ); Console.  WriteLine("Numbers and squares:")  ; for (int i = 0;  i < 10;  i++)  {  Console.WriteLine(i +  " --> " + i  \*  i);  }  }  } |

## Programming Languages

Perform a research (e.g. in Google or Wikipedia) and provide a short list with information about the most popular programming languages. How similar are they to C#? How do they differ from C#? Write in a text file called “programming-languages.txt” at least five languages along with 2-3 sentences about each of them. Use English.

## Development Environments

Perform a research (e.g. in Google or Wikipedia) and provide a short list with popular development environments (IDEs) like Visual Studio. Write in a text file called “list-of-IDEs.txt” at least five IDEs along with 2-3 sentences about each of them. Use English.

## C# and .NET Differences

Describe the difference between C# and .NET Framework in 2-3 sentences. Write your description in a text file called “csharp-and-dot-net-framework.txt”. Use English.

## \* Current Date and Time

Create a console application that **prints the current date and time**. Find in Internet how.

## \* Age after 10 Years

Write a program to read your birthday from the console and print how old you are now and how old you will be after 10 years.

## \* Print Long Sequence

Write a program that prints the first 1000 members of the sequence: 2, -3, 4, -5, 6, -7, … You might need to learn how to use loops in C# (search in Internet).

## \* Play with the Debugger in Visual Studio

Write a program that prints at the console the numbers from 1 to 1000, each at a separate line. You might need to learn how to use loops (search in Internet). Set a **breakpoint** in the line, which prints the next number in the Visual Studio code editor. Run the program through the debugger using the [F5] key. When the debugger stops at the breakpoint trace the code execution with [F10] key. You do not have to submit anything in your homework for this problem. Just play with the debugger to learn how it works.

# Homework: Primitive Data Types and Variables

This document defines homework assignments from the [“C# Basics“ Course @ Software University](http://softuni.bg/courses/csharp-basics/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code only) of all below described problems.

## Declare Variables

Declare five variables choosing for each of them the most appropriate of the types byte, sbyte, short, ushort, int, uint, long, ulong to represent the following values: 52130, -115, 4825932, 97, -10000. Choose a large enough type for each number to ensure it will fit in it. Try to compile the code. Submit the source code of your Visual Studio project as part of your homework submission.

## Float or Double?

Which of the following values can be assigned to a variable of type float and which to a variable of type double: 34.567839023, 12.345, 8923.1234857, 3456.091? Write a program to assign the numbers in variables and **print** them to ensure no precision is lost.

## Variable in Hexadecimal Format

Declare an integer variable and assign it with the value 254 in hexadecimal format (0x##). Use Windows Calculator to find its hexadecimal representation. Print the variable and ensure that the result is “254”.

## Unicode Character

Declare a character variable and assign it with the symbol that has Unicode code 42 (decimal) using the '\u00XX' syntax, and then print it. Hint: first, use the Windows Calculator to find the hexadecimal representation of 42. The output should be “\*”.

## Boolean Variable

Declare a Boolean variable called isFemale and assign an appropriate value corresponding to **your gender**. Print it on the console.

## Strings and Objects

Declare two **string variables** and assign them with “Hello” and “World”. Declare an **object variable** and assign it with the **concatenation** of the first two variables (mind adding an interval between). Declare a third string variable and initialize it with the value of the object variable (you should perform type **casting**).

## Quotes in Strings

Declare two string variables and assign them with following value:

|  |
| --- |
| The "use" of quotations causes difficulties. |

Do the above in two different ways: with and without using **quoted strings**. Print the variables to ensure that their value was correctly defined.

## Isosceles Triangle

Write a program that prints an isosceles triangle of 9 copyright symbols ©, something like this:

|  |
| --- |
| ©  © ©  © ©  © © © © |

Note that the © symbol may be displayed incorrectly at the console so you may need to change the console character encoding to UTF-8 and assign a Unicode-friendly font in the console. Note also, that under old versions of Windows the © symbol may still be displayed incorrectly, regardless of how much effort you put to fix it.

## Exchange Variable Values

Declare two integer variables a and b and assign them with 5 and 10 and after that exchange their values by using some programming logic. Print the variable values before and after the exchange.

## Employee Data

A marketing company wants to keep record of its employees. Each record would have the following characteristics:

* First name
* Last name
* Age (0...100)
* Gender (m or f)
* Personal ID number (e.g. 8306112507)
* Unique employee number (27560000…27569999)

Declare the variables needed to keep the information for a single employee using appropriate primitive data types. Use descriptive names. **Print** the data at the console.

## Bank Account Data

A bank account has a holder name (first name, middle name and last name), available amount of money (balance), bank name, IBAN, 3 credit card numbers associated with the account. Declare the variables needed to keep the information for a single bank account using the appropriate data types and descriptive names.

## Null Values Arithmetic

Create a program that assigns null values to an integer and to a double variable. Try to print these variables at the console. Try to add some number or the null literal to these variables and print the result.

## \* Comparing Floats

Write a program that **safely compares floating-point numbers** (double) with precision eps = 0.000001. Note that we cannot directly compare two floating-point numbers a and b by a==b because of the nature of the floating-point arithmetic. Therefore, we assume two numbers are equal if they are more closely to each other than a fixed constant eps. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **Number a** | **Number b** | **Equal (with precision eps=0.000001)** | **Explanation** |
| 5.3 | 6.01 | false | The difference of 0.71 is too big (> eps) |
| 5.00000001 | 5.00000003 | true | The difference 0.00000002 < eps |
| 5.00000005 | 5.00000001 | true | The difference 0.00000004 < eps |
| -0.0000007 | 0.00000007 | true | The difference 0.00000077 < eps |
| -4.999999 | -4.999998 | false | Border case. The difference 0.000001 == eps. We consider the numbers are different. |
| 4.999999 | 4.999998 | false | Border case. The difference 0.000001 == eps. We consider the numbers are different. |

## \* Print the ASCII Table

Find online more information about [**ASCII**](http://www.ascii-code.com/) (American Standard Code for Information Interchange) and write a program to prints the entire ASCII table of characters at the console (characters from 0 to 255). Note that some characters have a special purpose and will not be displayed as expected. You may skip them or display them differently. You may need to use for-loops (learn in Internet how).

# Exam Problems

All of the problems below are given from the previous C# Basics exams. **You are not obligated** to submit any of them in your homework, but it is highly recommend that you solve some or all of them so you can be well prepared for the upcoming exam. You may need to learn how to use conditional statements, loops, arrays and other things (learn in internet how or read those chapters in the book “[Fundamentals of computer programming with C#](http://www.introprogramming.info/intro-csharp-book/read-online/)”). If you still find those problems too hard for solving it’s very useful to **check** and **understand** the solutions. You can download all solutions and tests for this variant [here](https://softuni.bg/downloads/svn/csharp-basics/Feb-2014/9.%20CSharp-Basics-Exam-April-2014-Variant-1.zip) or check all [previous exams](https://softuni.bg/trainings/coursesinstances/details/2) (scroll down to the bottom of the page). You can also test your solutions in our automated [judge system](http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning) to see if you pass all tests.

## \* Joro, the Football Player

This problem comes from C# Basics practical exam (10 April 2014 Morning). You may submit your solution here: <http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning>.

Joro loves a lot to play football. He used to play for his local village club “Pantera” Kaloyanovets. However, he is a programmer now and he is very busy. Now he is able to **play only in the holidays** and in the **weekends**. Joro plays in **1/2 of the holidays** and **twice in the weekends**: each **Saturday** and each **Sunday**, but **not every weekend** – only when he is **not tired** and only when he is **not going to his hometown**. Joro goes at his hometown **h** weekends in the year. The other weekends are considered “**normal**”. Joro is **tired in 1/3 of the normal weekends**. When Joro is at his hometown, he always plays football with his old friends once, at **Sunday**. In addition, if the year is **leap**, Joro plays football **3 more times** additionally, in non-weekend days. We assume the year has **exactly 52 weekends**.

Your task is to write a program that calculates **how many times Joro plays football** (rounded down to the nearest integer number).

### Input

The input data should be read from the console. It consists of three input values, each at separate line:

* The string “**t**” for leap year or “**f**” for year that is not leap.
* The number **p** – number of **holidays** in the year (which are not Saturday or Sunday).
* The number **h** – number of weekends that Joro spends in his **hometown**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

* The output data must be printed on the console.
* On the only output line you must print an integer representing how many times Joro plays football for a year.

### Constraints

* The numbers **p** is in range [0...300] and **h** is in range [0…52].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| t  1  2 | 38 | 52 weekends total in the year, split into:   * 2 hometown weekends 🡪 2 Sundays 🡪 **2** plays * 50 normal weekends 🡪 50 \* 2 / 3 🡪 **33.33** plays   1 holiday 🡪 **0.5** plays  Leap years 🡪 additional **3** plays  Total plays = **38.83** plays 🡪 **38** (rounded) |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| f  3  2 | 36 | t  2  3 | 39 | f  10  5 | 41 | t  0  1 | 38 |

## \* Half Sum

This problem comes from C# Basics practical exam (10 April 2014 Morning). You may submit your solution here: <http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning>.

Nakov likes numbers. He often plays with their sums and differences. Once he invented the following game. He takes a sequence of numbers, splits them into two subsequences with the same number of elements and sums the left and right sub-sums, and compares the sub-sums. Please help him.

You are given a number **n** and **2\*n** numbers. Write a program to check whether **the sum of the first n numbers is equal to the sum of the second n numbers**. Print as result “Yes” or “No”. In case of **yes**, print also the sum. In case of **no**, print also the difference between the left and the right sums.

### Input

The input data should be read from the console.

* The first line holds an integer **n** – the count of numbers.
* Each of the next **2\*n** lines holds exactly one number.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

* The output must be printed on the console.
* Print “**Yes, sum=*S***” where ***S*** is the sum of the first **n** numbers in case of the sum of the first **n** numbers is equal to the sum of the second **n** numbers.
* Otherwise print “**No, diff=*D***” where ***D*** is the difference between the sum of the first **n** numbers and the sum of the second **n** numbers. ***D*** should always be a **positive number**.

### Constraints

* The number **n** is integer in range [0...500].
* All other numbers are integers in range [-500 000 ... 500 000].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| **4**  3  4  -1  -1  2  1  1  1 | Yes, sum=5 | **3**  1  2  3  1  2  2 | No, diff=1 | **2**  1  1  0  0 | No, diff=2 |

## \* Sunglasses

This problem come from C# Basics practical exam (10 April 2014 Morning). You may submit your solution here: <http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning>.

Do you know that the next solar eclipse will occur on April 29, 2014? It will be observable from South Asia, Australia, the Pacific and the Indian Oceans and Antarctica. Spiro is an entrepreneur who wants to cash in on this natural phenomenon. Help him produce protective **sunglasses of different sizes**. You will get 5% of the profit.

### Input

* The input data should be read from the console.
* You have an integer number **N** (always an **odd number**) specifying the height of sunglasses.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console.

You should print the sunglasses on the console. The sunglasses consist of three parts: **frames**, **lenses** and a **bridge** (the connection between the two frames). Each frame's width is double the height N and should be printed using the character '**\***' (asterisk). Print the lenses with the character '**/**'. Finally, connect the two frames with a bridge that is of size N, using the character '**|**'. Leave the rest of the space between the frames blank.

### Constraints

* The number **N** will be a positive **odd integer** number in range [3…101].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 3 | \*\*\*\*\*\* \*\*\*\*\*\*  \*////\*|||\*////\*  \*\*\*\*\*\* \*\*\*\*\*\* | 5 | \*\*\*\*\*\*\*\*\*\* \*\*\*\*\*\*\*\*\*\*  \*////////\* \*////////\*  \*////////\*|||||\*////////\*  \*////////\* \*////////\*  \*\*\*\*\*\*\*\*\*\* \*\*\*\*\*\*\*\*\*\* |

## \*\* Nine-Digit Magic Numbers

This problem come from C# Basics practical exam (10 April 2014 Morning). You may submit your solution here: <http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning>.

Petya often plays with numbers. Her recent game was to play with 9-digit numbers and calculate their sums of digits, as well as to split them into triples with special properties. Help her to calculate very special numbers called “***nine-digit magic numbers***”.

You are given two numbers: **diff** and **sum**. Using the **digits from 1 to 7** generate all 9-digit numbers in format **abcdefghi**, such that their sub-numbers **abc**, **def** and **ghi** have a difference **diff** (ghi-def = def-abc = diff), their sum of digits is **sum** and **abc ≤ def** **≤** **ghi**. Numbers holding these properties are also called “***nine-digit magic numbers***”.

Your task is to write a program to print these numbers in increasing order.

### Input

* The input data should be read from the console.
* The number **sum** stays at the first line.
* The number **diff** stays at the second line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. Print all nine-digit magic numbers matching given difference **diff** and given sum of digits **sum**, in increasing order, each at a separate line. In case no nine-digit magic numbers exits, print “**No**”.

### Constraints

* The number **sum** will be a positive **integer** number in the range [0…100].
* The number **diff** will be a positive **integer** number in the range [0…1000].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 27  46 | 125171217  131177223  221267313 | 1+2+5+1+7+1+2+1+7 = 27; 171-125 = 46; 217-171 = 46  1+3+1+1+7+7+2+2+3 = 27; 177-131 = 46; 223-177 = 46  2+2+1+2+6+7+3+1+3 = 27; 267-221 = 46; 313-267 = 46 |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 24  103 | 121224327  211314417 | 1+2+1+2+2+4+3+2+7 = 24; 224-121 = 103; 327-224 = 103  2+1+1+3+1+4+4+1+7 = 24; 314-211 = 103; 417-314 = 103 |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 12  15 | No | No nine-digit magic numbers with sum=12 and diff=15 |

## \*\* Bits Inverter

This problem come from C# Basics practical exam (10 April 2014 Morning). You may submit your solution here: <http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning>.

Once Teodor played the following game: he started from a sequence of white and black balls and flipped the color of the 1st ball, then the color of the 4th ball, then the color of the 7th ball, etc. until the last ball. Flipping was performed by replacing a black b all with a white ball and vice versa. Teodor was a smart mathematician so he wanted to generalize his game in a formal way. This is what he invented.

You are given a **sequence of bytes**. Consider each byte as sequences of exactly 8 bits. You are given also a number **step**. Write a program to invert the bits at positions: **1**, **1 + step**, **1 + 2\*step**, ... Print the output as a sequence of bytes.

Bits in each byte are counted from the leftmost to the rightmost. Bits are numbered starting from 1.

### Input

* The input data should be read from the console.
* The number **n** stays at the first line.
* The number **step** stays at the second line.
* At each of the next **n** lines **n** bytes are given, each at a separate line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. Print exactly **n** bytes, each at a separate line and in range [0..255], obtained by applying the bit inversions over the input sequence.

### Constraints

* The number **n** will be an **integer** number in the range [1…100].
* The number **step** will be an **integer** number in the range [1…20].
* The **n numbers** will be integers in the range [0…255].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2  11  45  87 | 173  71 | We have the following sequence of 16 bits (2 bytes):  **0**0101101 010**1**0111  We invert the bits 1 and 12 (step=11). We get:  **1**0101101 010**0**0111 |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 3  5  45  87  254 | 169  118  246 | We have the following sequence of 24 bits (3 bytes):  **0**0101**1**01 01**0**1011**1** 1111**1**110  We invert the bits 1, 6, 11, 16 and 21 (step=5). We get:  **1**0101**0**01 01**1**1011**0** 1111**0**110 |

# Homework: Operators Expressions and Statements

This document defines homework assignments from the [“C# Basics“ Course @ Software University](http://softuni.bg/courses/csharp-basics/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code only) of all below described problems.

## Odd or Even Integers

Write an expression that checks if given integer is **odd or even**. Examples:

|  |  |
| --- | --- |
| **n** | **Odd?** |
| 3 | true |
| 2 | false |
| -2 | false |
| -1 | true |
| 0 | false |

## Gravitation on the Moon

The gravitational field of the Moon is approximately 17% of that on the Earth. Write a program that calculates the **weight of a man on the moon** by a given weight on the Earth. Examples:

|  |  |
| --- | --- |
| **weight** | **weight on the Moon** |
| 86 | 14.62 |
| 74.6 | 12.682 |
| 53.7 | 9.129 |

## Divide by 7 and 5

Write a Boolean expression that checks for given integer if it can be **divided** (without remainder) **by 7 and 5 in the same time**. Examples:

|  |  |
| --- | --- |
| **n** | **Divided by 7 and 5?** |
| 3 | false |
| 0 | false |
| 5 | false |
| 7 | false |
| 35 | true |
| 140 | true |

## Rectangles

Write an expression that calculates **rectangle’s perimeter** and **area** by given **width** and **height**. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **width** | **height** | **perimeter** | **area** |
| 3 | 4 | 14 | 12 |
| 2.5 | 3 | 11 | 7.5 |
| 5 | 5 | 20 | 25 |

## Third Digit is 7?

Write **an expression** that checks for given integer **if its third digit** from right-to-left **is 7**. Examples:

|  |  |
| --- | --- |
| **n** | **Third digit 7?** |
| 5 | false |
| **7**01 | true |
| 9**7**03 | true |
| **8**77 | false |
| 777**8**77 | false |
| 9999**7**99 | true |

## Four-Digit Number

Write a program that takes as input a **four-digit number** in format **abcd** (e.g. 2011) and performs the following:

* Calculates the sum of the digits (in our example 2+0+1+1 = 4).
* Prints on the console the number in reversed order: dcba (in our example 1102).
* Puts the last digit in the first position: dabc (in our example 1201).
* Exchanges the second and the third digits: acbd (in our example 2101).

The number has always exactly **4 digits** and cannot start with 0. Examples:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **n** | **sum of digits** | **reversed** | **last digit in front** | **second and third digits exchanged** |
| 2011 | 4 | 1102 | 1201 | 2101 |
| 3333 | 12 | 3333 | 3333 | 3333 |
| 9876 | 30 | 6789 | 6987 | 9786 |

## Point in a Circle

Write **an expression** that checks if given point (**x**, **y**) is inside a **circle K**({**0**, **0**}, **2**). Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **x** | **y** | **inside** |  |
| 0 | 1 | true |
| -2 | 0 | true |
| -1 | 2 | false |
| 1.5 | -1 | true |
| -1.5 | -1.5 | false |
| 100 | -30 | false |
| 0 | 0 | true |
| 0.2 | -0.8 | true |
| 0.9 | -1.93 | false |
| 1 | 1.655 | true |

## Prime Number Check

Write an **expression** that checks if given positive integer number **n** (**n** ≤ 100) is [**prime**](https://en.wikipedia.org/wiki/Prime_number) (i.e. it is divisible without remainder only to itself and 1). Examples:

|  |  |
| --- | --- |
| **n** | **Prime?** |
| 1 | false |
| 2 | true |
| 3 | true |
| 4 | false |
| 9 | false |
| 97 | true |
| 51 | false |
| -3 | false |
| 0 | false |

## Trapezoids

Write an expression that calculates **trapezoid's area** by given sides **a** and **b** and height **h**. Examples:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **a** | **b** | **h** | **area** |  |
| 5 | 7 | 12 | 72 |
| 2 | 1 | 33 | 49.5 |
| 8.5 | 4.3 | 2.7 | 17.28 |
| 100 | 200 | 300 | 45000 |
| 0.222 | 0.333 | 0.555 | 0.1540125 |

## Point Inside a Circle & Outside of a Rectangle

Write an expression that checks for given point (x, y) if it is **within the circle K**({1, 1}, 1.5) and **out of the rectangle R**(top=**1**, left=**-1**, width=**6**, height=**2**). Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **x** | **y** | **inside K & outside of R** |  |
| 1 | 2 | yes |
| 2.5 | 2 | no |
| 0 | 1 | no |
| 2.5 | 1 | no |
| 2 | 0 | no |
| 4 | 0 | no |
| 2.5 | 1.5 | no |
| 2 | 1.5 | yes |
| 1 | 2.5 | yes |
| -100 | -100 | no |

## Bitwise: Extract Bit #3

Using bitwise operators, write an **expression** for finding the value of the bit #**3** of a given unsigned integer. The bits are counted from right to left, starting from bit #0. The result of the expression should be either **1 or 0**. Examples:

|  |  |  |
| --- | --- | --- |
| **n** | **binary representation** | **bit #3** |
| 5 | 00000000 0000**0**101 | 0 |
| 0 | 00000000 0000**0**000 | 0 |
| 15 | 00000000 0000**1**111 | 1 |
| 5343 | 00010100 1101**1**111 | 1 |
| 62241 | 11110011 0010**0**001 | 0 |

## Extract Bit from Integer

Write an expression that extracts from given integer **n** the value of given **bit at index** **p**. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **n** | **binary representation** | **p** | **bit @ p** |
| 5 | 00000000 00000**1**01 | 2 | 1 |
| 0 | 000000**0**0 00000000 | 9 | 0 |
| 15 | 00000000 000011**1**1 | 1 | 1 |
| 5343 | 00010100 **1**1011111 | 7 | 1 |
| 62241 | 1111**0**011 00100001 | 11 | 0 |

## Check a Bit at Given Position

Write a **Boolean expression** that returns if the **bit at position p** (counting from **0**, starting from the right) in given integer number **n** has value of **1**. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **n** | **binary representation of n** | **p** | **bit @ p == 1** |
| 5 | 00000000 00000**1**01 | 2 | true |
| 0 | 000000**0**0 00000000 | 9 | false |
| 15 | 00000000 000011**1**1 | 1 | true |
| 5343 | 00010100 **1**1011111 | 7 | true |
| 62241 | 1111**0**011 00100001 | 11 | false |

## Modify a Bit at Given Position

We are given an integer number **n**, a bit value **v** (v=0 or 1) and a position **p**. Write a **sequence of operators** (a few lines of C# code) that modifies **n** to hold the value **v** at the position **p** from the binary representation of **n** while preserving all other bits in **n**. Examples:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **n** | **binary representation of n** | **p** | **v** | **binary result** | **result** |
| 5 | 00000000 00000**1**01 | 2 | 0 | 00000000 00000**0**01 | 1 |
| 0 | 000000**0**0 00000000 | 9 | 1 | 000000**1**0 00000000 | 512 |
| 15 | 00000000 000011**1**1 | 1 | 1 | 00000000 000011**1**1 | 15 |
| 5343 | 00010100 **1**1011111 | 7 | 0 | 00010100 **0**1011111 | 5215 |
| 62241 | 1111**0**011 00100001 | 11 | 0 | 1111**0**011 00100001 | 62241 |

## \* Bits Exchange

Write a program that **exchanges bits** **3**, **4** and **5** with bits **24**, **25** and **26** of **given 32-bit unsigned integer**. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **n** | **binary representation of n** | **binary result** | **result** |
| 1140867093 | 01000**100** 00000000 01000000 00**010**101 | 01000**010** 00000000 01000000 00**100**101 | 1107312677 |
| 255406592 | 00001**111** 00111001 00110010 00**000**000 | 00001**000** 00111001 00110010 00**111**000 | 137966136 |
| 4294901775 | 11111**111** 11111111 00000000 00**001**111 | 11111**001** 11111111 00000000 00**111**111 | 4194238527 |
| 5351 | 00000**000** 00000000 00010100 11**100**111 | 00000**100** 00000000 00010100 11**000**111 | 67114183 |
| 2369124121 | 10001**101** 00110101 11110111 00**011**001 | 10001**011** 00110101 11110111 00**101**001 | 2335569705 |

## \*\* Bit Exchange (Advanced)

Write a program that **exchanges bits** **{p, p+1, …, p+k-1}** with bits **{q, q+1, …, q+k-1}** of a given 32-bit unsigned integer. The first and the second sequence of bits may **not overlap**. Examples:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **n** | **p** | **q** | **k** | **binary representation of n** | **binary result** | **result** |
| 1140867093 | 3 | 24 | 3 | 01000**100** 00000000 01000000 00**010**101 | 01000**010** 00000000 01000000 00**100**101 | 1107312677 |
| 4294901775 | 24 | 3 | 3 | 11111**111** 11111111 00000000 00**001**111 | 11111**001** 11111111 00000000 00**111**111 | 4194238527 |
| 2369124121 | 2 | 22 | 10 | **10001101 00**110101 1111**0111 000110**01 | **01110001 10**110101 1111**1000 110100**01 | 1907751121 |
| 987654321 | 2 | 8 | 11 | - | - | overlapping |
| 123456789 | 26 | 0 | 7 | - | - | out of range |
| 33333333333 | -1 | 0 | 33 | - | - | out of range |

# Exam problems.\*\*

All of the problems below are given from the previous C# Basics exams. **You are not obligated** to submit any of them in your homework. We highly recommend you to try solving some or all of them so you can be well prepared for the upcoming exam. You need to learn how to use conditional statements, loops, arrays and other things (learn in internet how or read those chapters in the book “[Fundamentals of computer programming with C#](http://www.introprogramming.info/intro-csharp-book/read-online/)”). If you still find those problems too hard for solving it’s very useful to **check** and **understand** the solutions. You can download all solutions and tests for this variant [here](https://softuni.bg/downloads/svn/csharp-basics/Feb-2014/9.%20CSharp-Basics-Exam-April-2014-Variant-1.zip) or check all [previous exams](https://softuni.bg/trainings/coursesinstances/details/2) (scroll down to the bottom of the page). You can also test your solutions in our automated [judge system](http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning) to see if you pass all tests.

## \*\*– Volleyball

This problem is from Variant 2 of C# Basics exam from 10-04-2014 Evening. You can test your solution [here](http://judge.softuni.bg/Contests/Practice/Index/3#0) .

Vladi loves a lot to play volleyball. However, he is a programmer now and he is very busy. Now he is able to **play only in the holidays** and in the **weekends**. Vladi plays in **2/3 of the holidays** and each **Saturday**, but **not every weekend** – only when he is **not at work** and only when he is **not going to his hometown**. Vladi goes at his hometown **h** weekends in the year. The other weekends are considered “**normal**”. Vladi is **not at work in 3/4 of the normal weekends**. When Vladi is at his hometown, he always plays volleyball with his old friends once, at **Sunday**. In addition, if the year is **leap**, Vladi plays volleyball **15% more times** additionally. We assume the year has **exactly 48 weekends** suitable for volleyball.

Your task is to write a program that calculates **how many times Vladi plays volleyball** (rounded down to the nearest integer number).

### Input

The input data should be read from the console. It consists of three input values, each at separate line:

* The string “**leap**” for leap year or “**normal**” for year that is not leap.
* The number **p** – number of **holidays** in the year (which are not Saturday or Sunday).
* The number **h** – number of weekends that Vladi spends in his **hometown**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

* The output data must be printed on the console.
* On the only output line you must print an integer representing how many times Vladi plays volleyball for a year.

### Constraints

* The numbers **p** is in range [0...300] and **h** is in range [0…48].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| leap  5  2 | 45 | 48 weekends total in the year, split into:   * 2 hometown weekends 🡪 2 Sundays 🡪 **2** plays * 46 normal weekends 🡪 46 \* 3 / 4 🡪 **34.5** plays   5 holidays 🡪 5 \* 2/3 🡪 **3.33** plays  Leap year 🡪 additional 15% \* 39.83 🡪 **5.97** plays  Total plays = **45.8** plays 🡪 **45** (rounded down) |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| normal  3  2 | 38 | leap  2  3 | 43 | normal  11  6 | 44 | leap  0  1 | 41 | normal  6  13 | 43 |

## \*\* – Odd / Even Sum

This problem is from Variant 2 of C# Basics exam from 10-04-2014 Evening. You can test your solution [here](http://judge.softuni.bg/Contests/Practice/Index/3#1) .

You are given a number **n** and **2\*n** numbers. Write a program to check whether **the sum of the odd numbers is equal to the sum of the even n numbers**. The first number is considered odd, the next even, the next odd again, etc. Print as result “Yes” or “No”. In case of **yes**, print also the sum. In case of **no**, print also the difference between the odd and the even sums.

### Input

The input data should be read from the console.

* The first line holds an integer **n** – the count of numbers.
* Each of the next **2\*n** lines holds exactly one number.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

* The output must be printed on the console.
* Print “**Yes, sum=*S***” where ***S*** is the sum of the odd **n** numbers in case of the sum of the odd **n** numbers is equal to the sum of the even **n** numbers.
* Otherwise print “**No, diff=*D***” where ***D*** is the difference between the sum of the odd **n** numbers and the sum of the even **n** numbers. ***D*** should always be a **positive number**.

### Constraints

* The number **n** is integer in range [0...500].
* All other numbers are integers in range [-500 000 ... 500 000].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| **4**  3  **4**  -1  **-1**  2  **1**  1  **1** | Yes, sum=5 | **3**  1  **2**  3  **1**  2  **2** | No, diff=1 | **2**  1  **0**  1  **0** | No, diff=2 |

## \*\* – The Explorer

This problem is from Variant 3 of C# Basics exam from 11-04-2014 Morning. You can test your solution [here](http://judge.softuni.bg/Contests/Practice/Index/4#2) .

Bai Vylcho is very an enthusiastic explorer. His passion are the diamonds, he just adores them. Today he is going on an expedition to collect all kind of diamonds, no matter small or large. Help your friend to find all the diamonds in the biggest known cave "The Console Cave". At the only input line you will be given the width of the diamond. The char that forms the outline of the diamonds is '**\***' and the surrounding parts are made of '**-**' (see the examples). Your task is to **print a diamond** of given size **n**.

### Input

Input data should be read from the console.

* The only input line will hold the width of the diamond – **n**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output data must be printed on the console.

* The output lines should hold the diamond.

### Constraints

* The number **n is positive odd integer between 3 and 59**, inclusive.
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 5 | --\*--  -\*-\*-  \*---\*  -\*-\*-  --\*-- | 7 | ---\*---  --\*-\*--  -\*---\*-  \*-----\*  -\*---\*-  --\*-\*--  ---\*--- |

## \*\* – Bits Up

This problem is from Variant 2 of C# Basics exam from 10-04-2014 Evening. You can test your solution [here](http://judge.softuni.bg/Contests/Practice/Index/3#4) .

You are given a **sequence of bytes**. Consider each byte as sequences of exactly 8 bits. You are given also a number **step**. Write a program to set to 1 the bits at positions: **1**, **1 + step**, **1 + 2\*step**, ... Print the output as a sequence of bytes.

Bits in each byte are counted from the leftmost to the rightmost. Bits are numbered starting from 0.

### Input

* The input data should be read from the console.
* The number **n** stays at the first line.
* The number **step** stays at the second line.
* At each of the next **n** lines **n** bytes are given, each at a separate line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. Print exactly **n** bytes, each at a separate line and in range [0..255], obtained by applying the bit inversions over the input sequence.

### Constraints

* The number **n** will be an **integer** number in the range [1…100].
* The number **step** will be an **integer** number in the range [1…20].
* The **n numbers** will be integers in the range [0…255].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2  11  109  87 | 109  95 | We have the following sequence of 16 bits (2 bytes):  0**1**101101 0101**0**111  We invert the bits 1 and 12 (step=11). We get:  0**1**101101 0101**1**111 |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 3  5  45  87  250 | 111  87  254 | We have the following sequence of 24 bits (3 bytes):  0**0**1011**0**1 010**1**0111 **1**1111**0**10  We invert the bits 1, 6, 11, 16 and 21 (step=5). We get:  0**1**1011**1**1 010**1**0111 **1**1111**1**10 |

## \*\* – Bit Sifting

This problem is from Variant 3 of C# Basics exam from 11-04-2014 Morning. You can test your solution [here](http://judge.softuni.bg/Contests/Practice/Index/4#4) .

In this problem we'll be sifting bits through sieves (sift = пресявам, sieve = сито).

You will be given an integer, representing the **bits to sieve**, and several more numbers, representing the **sieves the bits will fall through**. Your task is to follow the bits as they fall down, and determine what comes out of the other end.

|  |  |
| --- | --- |
| ExampleFor this example, imagine we are working with 8-bit integers (the actual problem uses 64-bit ones). Let the initial bits be given as 165 (10100101 in binary), and the sieves be 138 (10001010), 84 (01010100) and 154 (10011010). The 1 bits from the initial number fall through the 0 bits of the sieves and stop if they reach a 1 bit; if they make it to the end, they become a part of the final number.In this case, the final number is 33 (00100001), which has two 1 bits in its binary form – the answer is 2. | 10100101↓ ↓ ↓ ↓10001010↓ ↓ ↓01010100↓ ↓10011010↓ ↓ 00100001 |

### Input

The input data should be read from the console.

* On the first line of input, you will read an integer representing the bits to sieve.
* On the second line of input, you will read an integer N representing the number of sieves.
* On the next N lines of input, you will read N integers representing the sieves.

The input data will always be valid and in the format described. There is no need to check it.

### Output

The output must be printed on the console.

On the single line of the output you must print **the count of "1" bits** in the final result.

### Constraints

* All numbers in the input will be between 0 and 18,446,744,073,709,551,615.
* The count of sieves N is in range [0…100].
* Allowed work time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 584938644408189469  3  1817781288526917737  8601652436058397548  51827709899390606 | 4 | 918045605434484408  0 | 35 | 5019588773529942006  1  5295337384025297044 | 17 |

# Homework: Console Input / Output

This document defines homework assignments from the [“C# Basics“ Course @ Software University](http://softuni.bg/courses/csharp-basics/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code only) of all below described problems.

## Sum of 3 Numbers

Write a program that reads **3 real numbers** from the console and prints their **sum**. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **a** | **b** | **c** | **sum** |
| 3 | 4 | 11 | 18 |
| -2 | 0 | 3 | 1 |
| 5.5 | 4.5 | 20.1 | 30.1 |

## Print Company Information

A company has **name, address, phone number, fax number, web site and manager**. The manager has **first name, last name, age and a phone number**. Write a program that reads the information about a company and its manager and prints it back on the console.

|  |  |
| --- | --- |
| **program** | **user** |
| Company name: | Software University |
| Company address: | 26 V. Kanchev, Sofia |
| Phone number: | +359 899 55 55 92 |
| Fax number: |  |
| Web site: | <http://softuni.bg> |
| Manager first name: | Svetlin |
| Manager last name: | Nakov |
| Manager age: | 25 |
| Manager phone: | +359 2 981 981 |
| Software University  Address: 26 V. Kanchev, Sofia  Tel. +359 899 55 55 92  Fax: (no fax)  Web site: <http://softuni.bg>  Manager: Svetlin Nakov (age: 25, tel. +359 2 981 981) |  |

## Circle Perimeter and Area

Write a program that reads the radius **r** of a circle and prints its perimeter and area formatted with 2 digits after the decimal point. Examples:

|  |  |  |
| --- | --- | --- |
| **r** | **perimeter** | **area** |
| 2 | 12.57 | 12.57 |
| 3.5 | 21.99 | 38.48 |

## Number Comparer

Write a program that gets **two numbers** from the console and prints the greater of them. Try to implement this without **if** statements. Examples:

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **greater** |
| 5 | 6 | 6 |
| 10 | 5 | 10 |
| 0 | 0 | 0 |
| -5 | -2 | -2 |
| 1.5 | 1.6 | 1.6 |

## Formatting Numbers

Write a program that reads 3 numbers: an integer a (0 ≤ a ≤ 500), a floating-point b and a floating-point c and **prints them in 4 virtual columns** on the console. Each column should have a width of 10 characters. The number a should be printed in **hexadecimal, left aligned**; then the number a should be printed in binary form, padded with zeroes, then the number b should be **printed with 2 digits after the decimal point, right aligned**; the number c should be **printed with 3 digits after the decimal point, left aligned**. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **a** | **b** | **c** | **result** |
| 254 | 11.6 | 0.5 | |FE |0011111110| 11.60|0.500 | |
| 499 | -0.5559 | 10000 | |1F3 |0111110011| -0.56|10000 | |
| 0 | 3 | -0.1234 | |0 |0000000000| 3|-0.123 | |

## Quadratic Equation

Write a program that reads the coefficients **a**, **b** and **c** of a quadratic equation **ax2 + bx + c = 0** and solves it (prints its real roots). Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **a** | **b** | **c** | **roots** |
| 2 | 5 | -3 | x1=-3; x2=0.5 |
| -1 | 3 | 0 | x1=3; x2=0 |
| -0.5 | 4 | -8 | x1=x2=4 |
| 5 | 2 | 8 | no real roots |

## Sum of 5 Numbers

Write a program that **enters 5 numbers** (given in a single line, separated by a space), **calculates and prints their sum**. Examples:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **numbers** | **sum** |  | **numbers** | **sum** |  | **numbers** | **sum** |
| 1 2 3 4 5 | 15 | 10 10 10 10 10 | 50 | 1.5 3.14 8.2 -1 0 | 11.84 |

## Numbers from 1 to n

Write a program that reads an integer number **n** from the console and prints all the numbers in the interval [**1**..**n**], each on a single line. Note that you may need to use a for-loop. Examples:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **numbers** | **sum** |  | **numbers** | **sum** |  | **numbers** | **sum** |
| 3 | 1  2  3 | 5 | 1  2  3  4  5 | 1 | 1 |

## Sum of n Numbers

Write a program that enters a number **n** and after that enters more **n** numbers and calculates and prints their sum. Note that you may need to use a for-loop. Examples:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **numbers** | **sum** |  | **numbers** | **sum** |  | **numbers** | **sum** |
| 3  20  60  10 | 90 | 5  2  -1  -0.5  4  2 | 6.5 | 1  1 | 1 |

## Fibonacci Numbers

Write a program that reads a number n and prints on the console the first n members of the [**Fibonacci sequence**](http://en.wikipedia.org/wiki/Fibonacci_number) (at a single line, separated by spaces) : 0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 144, 233, …. Note that you may need to learn how to use loops. Examples:

|  |  |
| --- | --- |
| **n** | **comments** |
| 1 | 0 |
| 3 | 0 1 1 |
| 10 | 0 1 1 2 3 5 8 13 21 34 |

## \* Numbers in Interval Dividable by Given Number

Write a program that reads two positive integer numbers and prints how many numbers **p** exist between them such that the reminder of the division by **5** is **0**. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **start** | **end** | **p** | **comments** |
| 17 | 25 | 2 | 20, 25 |
| 5 | 30 | 6 | 5, 10, 15, 20, 25, 30 |
| 3 | 33 | 6 | 5, 10, 15, 20, 25, 30 |
| 3 | 4 | 0 | - |
| 99 | 120 | 5 | 100, 105, 110, 115, 120 |
| 107 | 196 | 18 | 110, 115, 120, 125, 130, 135, 140, 145, 150, 155, 160, 165, 170, 175, 180, 185, 190, 195 |

## \*\* Falling Rocks

Implement the "**Falling Rocks**" game in the text console. A small dwarf stays at the bottom of the screen and can move left and right (by the arrows keys). A number of rocks of different sizes and forms constantly fall down and you need to avoid a crash.

Rocks are the symbols **^**, **@**, **\***, **&**, **+**, **%**, **$**, **#**, **!**, **.**, **;**, **-** distributed with appropriate density. The dwarf is **(O)**. Ensure a constant game speed by **Thread.Sleep(150)**.

Implement collision detection and scoring system.
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# Exam problems.\*\*

All of the problems below are given from the previous C# Basics exams. **You are not obligated** to submit any of them in your homework. We highly recommend you to try solving some or all of them so you can be well prepared for the upcoming exam. You need to learn how to use conditional statements, loops, arrays and other things (learn in internet how or read those chapters in the book “[Fundamentals of computer programming with C#](http://www.introprogramming.info/intro-csharp-book/read-online/)”). If you still find those problems too hard for solving it’s very useful to **check** and **understand** the solutions. You can download all solutions and tests for this variant [here](https://softuni.bg/downloads/svn/csharp-basics/Feb-2014/9.%20CSharp-Basics-Exam-April-2014-Variant-1.zip) or check all [previous exams](https://softuni.bg/trainings/coursesinstances/details/2) (scroll down to the bottom of the page). You can also test your solutions in our automated [judge system](http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning) to see if you pass all tests.

## \* – Work Hours

**This problem is from Variant 3 of C# Basics exam from 11-04-2014 Morning. You can test your solution** [**here**](http://judge.softuni.bg/Contests/4/CSharp-Basics-Exam-11-April-2014-Morning) **.**

Lelia Vanche is a very keen freelance developer. She is well known for her outstanding skills, but she is also known for being pretty moody, which often affects her productivity. She also has a passion for bicycles and **10% of the normal work days** she goes mountain-biking instead of working.

You are asked to calculate whether Lelia Vanche can finish a project on time. You will be given the number of **hours required to finish the project**, the **days** that Lelia Vanche has available for working (mind that she goes to biking in 10% of this time) and her **average productivity** during the given period. Assume that a normal work day for Lelia Vanche has **12 hours**. Note that only the whole hours are taken (e.g. 6.98 hours is rounded down to 6 hours).

### Input

Input data should be read from the console.

* The number **h** (the required work **hours** to finish the project) is on the first input line.
* The number **d** (the **days** available to finish the project) is on the second input line.
* The number **p** (the productivity in **percent**) is on the third input line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output data must be printed on the console.

* On the first output line you should print ‘**Yes’** or ‘**No’** if Lelya Vanche can complete the project.
* On the second output line you should print the **difference,** between the project hours and the work hours**.**

### Constraints

* The number **h** will be an integer between 0 and 2 147 483 647, inclusive.
* The number **d** will be an integer between 0 and 89 478 485, inclusive.
* The number **p** will be an integer between 0 and 100, inclusive.
* Allowed working time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 60  6  75 | No  -12 | The project requires 60 hours. Lalia Vanche has 6 days, of which 10% she will be biking, so she will work 5.4 days \* 12 hours = 64.8 hours \* 75% productivity = 48.6 efficient work hours, which is rounded down to 48. She will be unable to complete the project. The difference is 60 - 48 = -12 (she needs more 12 hours). |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 1  1  100 | Yes  9 | 240  10  100 | No  -132 | 10  10  10 | Yes  0 | 21  10  10 | No  -11 |

## \*\*– Sum of Elements

**This problem is from Variant 3 of C# Basics exam from 11-04-2014 Morning. You can test your solution** [**here**](http://judge.softuni.bg/Contests/4/CSharp-Basics-Exam-11-April-2014-Morning) **.**

You are given **n** numbers. Find an **element that is equal to the sum of all of the other elements**.

### Input

Input data should be read from the console.

* At the **only line** in the input a **sequence of integers** stays (numbers separated one from another by a space).

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output data must be printed on the console. At the only line of the output print the result.

* Print "**Yes, sum=…**" if there is an element that is equal to the sum of all other elements, along with this **sum**.
* Print "**No, diff=…**" if there is no element that is equal to the sum of all other elements. Print also the minimum possible difference between an element from the sequence and the sum of all other elements (always a **positive number**).

### Constraints

* All input numbers are integers in the range [0 … 2 000 000 000].
* The count **n** of the input integers is in the range [2 ... 1 000].
* Allowed working time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Input** | **Output** | **Comments** |  | **Input** | **Output** |
| 3 4 1 1 2 12 1 | Yes, sum=12 | 3 + 4 + 1 + 2 + 1 + 1 = 12 | 6 1 2 3 | Yes, sum=6 |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 1 1 10 | No, diff=8 | 5 5 1 | No, diff=1 | 1 1 1 | No, diff=1 | 0 0 | Yes, sum=0 |

## \* – New House

**This problem is from Variant 4 of C# Basics exam from 11-04-2014 Evening. You can test your solution** [**here**](http://judge.softuni.bg/Contests/5/CSharp-Basics-Exam-11-April-2014-Evening) **.**

Little Joro likes to build huts. After he built all the huts in his whole village, he decided to go to the big city and start building houses. But his knowledge of how to do this is limited. Help Joro to design the façade of a beautiful house by printing it to the console. The house must have a roof and one floor. The roof must contains only the symbols ‘**\***’ and ‘**-**’ and the floor must contains the symbols ‘**\***’ and ‘**|**’ (see the examples below).

### Input

* The input data should be read from the console.
* At the only input line you are given an integer number **N** (always an **odd number**) showing the height of the house (without the roof).

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

* The output should be printed on the console.
* You should print the house on the console, just like in the examples below. Each row can contain only the following characters: “**-**” (dash), “**\***” (asterisk) and “**|**” (pipe).

### Constraints

* The number **N** will be a positive odd integer number between 3 and 101, inclusive.
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 3 | -\*-  \*\*\*  |\*|  |\*|  |\*| | 5 | --\*--  -\*\*\*-  \*\*\*\*\*  |\*\*\*|  |\*\*\*|  |\*\*\*|  |\*\*\*|  |\*\*\*| | 7 | ---\*---  --\*\*\*--  -\*\*\*\*\*-  \*\*\*\*\*\*\*  |\*\*\*\*\*|  |\*\*\*\*\*|  |\*\*\*\*\*|  |\*\*\*\*\*|  |\*\*\*\*\*|  |\*\*\*\*\*|  |\*\*\*\*\*| |

## \*\* – Magic Strings

**This problem is from Variant 3 of C# Basics exam from 11-04-2014 Morning. You can test your solution** [**here**](http://judge.softuni.bg/Contests/4/CSharp-Basics-Exam-11-April-2014-Morning) .

You are given a number **diff**. Write a program to **generate all sequences of 8 laetters**, each from the set { '**s**', '**n**', '**k**', '**p**' }, such that the weight of the first 4 letters differs from the weight of the second 4 letters exactly by **diff**. These sequences are called “**magic strings**”. Print them in alphabetical order.

The **weight of a single letter** is calculated as follows: weight('**s**') = **3**; weight('**n**') = **4**; weight('**k**') = **1**; weight('**p**') = **5**. The **weight of a sequence** of 4 letters is the calculated as sum of the weights of these 4 individual letters.

### Input

* The input data should be read from the console.
* The number **diff** stays at the first line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console as a sequence of strings in **alphabetical order**. Each string should stay on a separate line. In case no magic strings exist, print “**No**”.

### Constraints

* The number **diff** will be an **integer** number in the range [0…100].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 16 | kkkkpppp  ppppkkkk | weight('kkkk') = 4; weight('pppp') = 20; diff = 16  weight('pppp') = 20; weight('kkkk') = 4; diff = 16 |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 15 | kkkknppp  kkkkpnpp  kkkkppnp  kkkkpppn  npppkkkk  pnppkkkk  ppnpkkkk  pppnkkkk | weight('kkkk') = 4; weight('nppp') = 19; diff = 15  weight('kkkk') = 4; weight('pnpp') = 19; diff = 15  weight('kkkk') = 4; weight('ppnp') = 19; diff = 15  weight('kkkk') = 4; weight('pppn') = 19; diff = 15  weight('nppp') = 19; weight('kkkk') = 4; diff = 15  weight('pnpp') = 19; weight('kkkk') = 4; diff = 15  weight('ppnp') = 19; weight('kkkk') = 4; diff = 15  weight('pppn') = 19; weight('kkkk') = 4; diff = 15 |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 20 | No | No magic strings match the specified difference diff |

## – Catch the Bits

**This problem is from Variant 4 of C# Basics exam from 11-04-2014 Evening. You can test your solution** [**here**](http://judge.softuni.bg/Contests/5/CSharp-Basics-Exam-11-April-2014-Evening) .

You are given a **sequence of bytes**. Consider each byte as sequence of exactly 8 bits. You are given also a number **step**. Write a program to extract all the bits at positions: **1**, **1 + step**, **1 + 2\*step**, ... Print the output as a sequence of bytes. In case the last byte have less than 8 bits, add trailing zeroes at its right end. Bits in each byte are counted from the leftmost to the rightmost. Bits are numbered starting from 0.

### Input

* The input data should be read from the console.
* The number **n** stays at the first line.
* The number **step** stays at the second line.
* At each of the next **n** lines **n** bytes are given, each at a separate line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. Print the output bytes, each at a separate line.

### Constraints

* The number **n** will be an **integer** number in the range [1…100].
* The number **step** will be an **integer** number in the range [1…20].
* The **n numbers** will be integers in the range [0…255].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2  11  109  87 | 128 | We have the following input sequence of 16 bits (2 bytes):  0**1**101101 0101**0**111.  We take the bits 1 and 12 (step=11). We obtain the sequence **10**.  We pad the sequence with 6 trailing zeroes. Result: **10000000**. |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 3  2  45  87  250 | 63  192 | We have the following input sequence of 24 bits (3 bytes):  0**0**1**0**1**1**0**1** 0**1**0**1**0**1**1**1** 1**1**1**1**1**0**1**0**  We take bits 1, 3, 5, …, 23 (step=2). We obtain the sequence:  00111111 1100. We pad it with 4 zeroes to obtain 2 full bytes. Result: **00111111 11000000**. |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2  2  45  87 | 63 | We have the following input sequence of 16 bits (2 bytes):  0**0**1**0**1**1**0**1** 0**1**0**1**0**1**1**1**  We take bits 1, 3, 5, …, 15 (step=2). We obtain the sequence:  00111111 (8 bits). No padding is needed. Result: **00111111**. |

# Homework: Conditional Statements

This document defines homework assignments from the [“C# Basics“ Course @ Software University](http://softuni.bg/courses/csharp-basics/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code only) of all below described problems.

## Exchange If Greater

Write an **if**-statement that takes two integer variables a and b and **exchanges** their values if the first one is greater than the second one. As a result print the values a and b, separated by a space. Examples:

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **result** |
| 5 | 2 | 2 5 |
| 3 | 4 | 3 4 |
| 5.5 | 4.5 | 4.5 5.5 |

## Bonus Score

Write a program that applies bonus score to given score in the range [1…9] by the following rules:

* If the score is between 1 and 3, the program multiplies it by 10.
* If the score is between 4 and 6, the program multiplies it by 100.
* If the score is between 7 and 9, the program multiplies it by 1000.
* If the score is 0 or more than 9, the program prints “invalid score”.

Examples:

|  |  |
| --- | --- |
| **score** | **result** |
| 2 | 20 |
| 4 | 400 |
| 9 | 9000 |
| -1 | invalid score |
| 10 | invalid score |

## Check for a Play Card

Classical play cards use the following signs to designate the card face: 2, 3, 4, 5, 6, 7, 8, 9, 10, J, Q, K and A. Write a program that enters a string and prints “yes” if it is a valid card sign or “no” otherwise. Examples:

|  |  |
| --- | --- |
| **character** | **Valid card sign?** |
| 5 | yes |
| 1 | no |
| Q | yes |
| q | no |
| P | no |
| 10 | yes |
| 500 | no |

## Multiplication Sign

Write a program that shows the sign (+, - or 0) of the product of three real numbers, without calculating it. Use a sequence of **if** operators. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **a** | **b** | **c** | **result** |
| 5 | 2 | 2 | + |
| -2 | -2 | 1 | + |
| -2 | 4 | 3 | - |
| 0 | -2.5 | 4 | 0 |
| -1 | -0.5 | -5.1 | - |

## The Biggest of 3 Numbers

Write a program that finds the **biggest of three numbers**. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **a** | **b** | **c** | **biggest** |
| **5** | 2 | 2 | 5 |
| -2 | -2 | **1** | 1 |
| -2 | **4** | 3 | 4 |
| 0 | -2.5 | **5** | 5 |
| **-0.1** | -0.5 | -1.1 | -0.1 |

## The Biggest of Five Numbers

Write a program that finds the **biggest of five numbers** by using only five if statements. Examples:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **a** | **b** | **c** | **d** | **e** | **biggest** |
| **5** | 2 | 2 | 4 | 1 | 5 |
| -2 | -22 | **1** | 0 | 0 | 1 |
| -2 | **4** | 3 | 2 | 0 | 4 |
| 0 | -2.5 | 0 | **5** | **5** | 5 |
| -3 | -0.5 | -1.1 | -2 | **-0.1** | -0.1 |

## Sort 3 Numbers with Nested Ifs

Write a program that enters **3 real numbers** and prints them sorted in descending order. Use nested **if** statements. Don’t use arrays and the built-in sorting functionality. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **a** | **b** | **c** | **result** |
| 5 | 1 | 2 | 5 2 1 |
| -2 | -2 | 1 | 1 -2 -2 |
| -2 | 4 | 3 | 4 3 -2 |
| 0 | -2.5 | 5 | 5 0 -2.5 |
| -1.1 | -0.5 | -0.1 | -0.1 -0.5 -1.1 |
| 10 | 20 | 30 | 30 20 10 |
| 1 | 1 | 1 | 1 1 1 |

## Digit as Word

Write a program that asks for a **digit** (0-9), and depending on the input, **shows the digit as a word** (in English). Print “not a digit” in case of invalid inut. Use a **switch** statement. Examples:

|  |  |
| --- | --- |
| **d** | **result** |
| 2 | two |
| 1 | one |
| 0 | zero |
| 5 | five |
| -0.1 | not a digit |
| hi | not a digit |
| 9 | nine |
| 10 | not a digit |

## Play with Int, Double and String

Write a program that, depending on the user’s choice, inputs an **int**, **double** or **string** variable. If the variable is **int** or **double**, the program increases it by one. If the variable is a **string**, the program appends "**\***" at the end. Print the result at the console. Use **switch** statement. Example:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **program** | **user** |  | **program** | **user** |
| Please choose a type: 1 --> int  2 --> double  3 --> string | 3 | Please choose a type: 1 --> int  2 --> double  3 --> string | 2 |
| Please enter a string: | hello | Please enter a double: | 1.5 |
| hello\* |  | 2.5 |  |

## \* Beer Time

A beer time is after 1:00 PM and before 3:00 AM. Write a program that **enters a time** in format “hh:mm tt” (an hour in range [01...12], a minute in range [00…59] and AM / PM designator) and prints “**beer time**” or “**non-beer time**” according to the definition above or “**invalid time**” if the time cannot be parsed. Note that you may need to learn how to parse dates and times. Examples:

|  |  |
| --- | --- |
| **time** | **result** |
| 1:00 PM | beer time |
| 4:30 PM | beer time |
| 10:57 PM | beer time |
| 8:30 AM | non-beer time |
| 02:59 AM | beer time |
| 03:00 AM | non-beer time |
| 03:26 AM | non-beer time |

## \* Number as Words

Write a program that **converts a number in the range [0…999] to words**, corresponding to the English pronunciation. Examples:

|  |  |
| --- | --- |
| **numbers** | **number as words** |
| 0 | Zero |
| 9 | Nine |
| 10 | Ten |
| 12 | Twelve |
| 19 | Nineteen |
| 25 | Twenty five |
| 98 | Ninety eight |
| 273 | Two hundred and seventy three |
| 400 | Four hundred |
| 501 | Five hundred and one |
| 617 | Six hundred and seventeen |
| 711 | Seven hundred and eleven |
| 999 | Nine hundred and ninety nine |

## \* Zero Subset

We are given 5 integer numbers. Write a program that finds all **subsets of these numbers whose sum is 0**. Assume that repeating the same subset several times is not a problem. Examples:

|  |  |
| --- | --- |
| **numbers** | **result** |
| 3 -2 1 1 8 | -2 + 1 + 1 = 0 |
| 3 1 -7 35 22 | no zero subset |
| 1 3 -4 -2 -1 | 1 + -1 = 0  1 + 3 + -4 = 0  3 + -2 + -1 = 0 |
| 1 1 1 -1 -1 | 1 + -1 = 0  1 + 1 + -1 + -1 = 0  1 + -1 + 1 + -1 = 0  … |
| 0 0 0 0 0 | 0 + 0 + 0 + 0 + 0 = 0 |

Hint: you may check for zero each of the 32 subsets with 32 if statements.

# Exam problems.\*\*

**All of the problems below are given from Variant 5 of C# Basics Practical Exam (12 April 2014 Morning). You can submit your solutions** [**HERE**](http://judge.softuni.bg/Contests/6/CSharp-Basics-Exam-12-April-2014-Morning)**.**

**You are not obligated** to submit any of them in your homework. We highly recommend you to try solving some or all of them so you can be well prepared for the upcoming exam. You need to learn how to use conditional statements, loops, arrays and other things (learn in internet how or read those chapters in the book “[Fundamentals of computer programming with C#](http://www.introprogramming.info/intro-csharp-book/read-online/)”). If you still find those problems too hard for solving it’s very useful to **check** and **understand** the solutions. You can download all solutions and tests for this variant [here](https://softuni.bg/downloads/svn/csharp-basics/Feb-2014/9.%20CSharp-Basics-Exam-April-2014-Variant-1.zip) or check all [previous exams](https://softuni.bg/trainings/coursesinstances/details/2) (scroll down to the bottom of the page). You can also test your solutions in our automated [judge system](http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning) to see if you pass all tests.

## \* – Triangle

You are given a two-dimensional Cartesian coordinate system and three points A, B, C with coordinates: A(Ax, Ay), B(Bx, By), C(Cx, Cy). Write a program to check if these **three points can form a triangle**. Then calculate the area of this triangle. To find the distance between two points with the coordinates (x1, y1) and (x2, y2) use the formula:

You can use the inequalities of a triangle to check whether three segments **a**, **b** and **c** can form a triangle:

; ;

To calculate the area you can use Heron`s formula (a method for calculating the area of a triangle when you know the lengths of all three sides). Let **a**, **b**, **c** be the lengths of the sides of a triangle. Thus:

, where **p** is half the perimeter: .

### Input

The input data comes from the console. It consists of exactly 6 lines holding the coordinates of the three points: **Ax**-coordinate, **Ay**-coordinate, **Bx**-coordinate, **By**-coordinate, **Cx**-coordinate and **Cy**-coordinate. The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output data should be printed on the console and must contain two lines.

* **First line:** If the given points can form a triangle you must print the message “**Yes**”, otherwise “**No**”.
* **Second line:** If the given points can form a triangle you must print the **area of the triangle** rounded to two decimal places (see the examples), otherwise you must print the **distance between point A and point B**. Use "**.**" as decimal separator.

### Constraints

* The coordinate **X** is integer in the range [-10000… 10000] inclusive.
* The coordinate **Y** is integer in the range [-10000… 10000] inclusive.
* Allowed work time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** | **Comments** |  | **Input** | **Output** | **Comments** |
| 2  2  0  0  1  1 | No  2.83 |  |  | 2  3  0  -1  4  -2 | Yes  9.00 |  |

## \* – Pairs

You are given **2\*N elements** (even number of integer numbers). The first and the second element form a **pair**, the third and the fourth element form a pair as well, etc. Each pair has a **value**, calculated as the **sum** of its two elements. Your task is to write a program to check **whether all pairs have the same value** or print the **max difference** between two consecutive values.

### Input

You are given at the console **even number of integers**, all in a single line, separated by a space.

### Output

The output is single line, printed at the console.

* In case all pairs have the same value, print "**Yes, value=…**" and the value.
* Otherwise, print "**No, maxdiff=…**" and the maximal difference between two consecutive values, always a **positive integer**.

### Constraints

* All input values will be integers in the range [-1000…1000] inclusive.
* The count of elements is even number in the range [2…1000] inclusive.
* Allowed work time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 1 2 0 3 4 -1 | Yes, value=3 | values = {3, 3, 3} --> equal values |
| 1 2 2 2 | No, maxdiff=1 | values = {3, 4}, different values --> max difference = 4-3 = 1 |
| 1 1 3 1 2 2 0 0 | No, maxdiff=4 | values = {2, 4, 4, 0}, differences = {2, 0, 4}, max difference = 4 |
| 5 5 | Yes, value=10 | values = {10} --> single value --> equal values |
| -1 0 0 -1 | Yes, value=-1 | values = {-1, -1}, equal values |

## \* – House

Ivaylo decided he needs a new house. Since he is not a structural engineer yet, you have to help him construct the building from the ground zero.

The roof is a triangle. The walls are straight vertical lines. The base is a straight horizontal line. The roof, the walls and the base of the house it build of '**\***'. Everything else is filled with '.' (see the examples below to catch the idea).

You will be given an odd integer **N**, representing the width and the height of the house. The roof’s top starts from the center (**N+1)/2** and forms a triangle with base of width **N**. The roof’s height is (**N+1)/2**. The distance between the roofs’ end point and the walls of the building is **N/4**, rounded down to an integer number. See the examples below to understand better these formulas.

### Input

* Input data is read from the console.
* The number **N** stays alone at the first line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

* The output data must be printed on the console.
* You must print at the console a house of size **N** following the formulas above and the examples below.

### Constraints

* **N** will be an **odd** number between **5** and **49**.
* Time limit: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 5 | ..\*..  .\*.\*.  \*\*\*\*\*  .\*.\*.  .\*\*\*. |  | 7 | ...\*...  ..\*.\*..  .\*...\*.  \*\*\*\*\*\*\*  .\*...\*.  .\*...\*.  .\*\*\*\*\*. | 9 | ....\*....  ...\*.\*...  ..\*...\*..  .\*.....\*.  \*\*\*\*\*\*\*\*\*  ..\*...\*..  ..\*...\*..  ..\*...\*..  ..\*\*\*\*\*.. |

## \*\* – Magic Dates

Consider we are given a **date** in format dd-mm-yyyy, e.g. 17-03-2007. We calculate the **weight of this date** by joining together all its digits, multiplying each digit by each of the other digits and finally sum all obtained products. In our case we will have 8-digits: 17032007, so the weight is 1\*7 + 1\*0 + 1\*3 + 1\*2 + 1\*0 + 1\*0 + 1\*7 + 7\*0 + 7\*3 + 7\*2 + 7\*0 + 7\*0 + 7\*7 + 0\*3 + 0\*2 + 0\*0 + 0\*0 + 0\*7 + 3\*2 + 3\*0 + 3\*0 + 3\*7 + 2\*0 + 2\*0 + 2\*7 + 0\*0 + 0\*7 + 0\*7 = 144.

Your task is to write a program that finds all **magic dates**: **dates between two fixed years matching given magic weight**. The dates should be printed in increasing order in format dd-mm-yyyy. We use the traditional calendar (years have 12 months, each having 28, 29, 30 or 31 days, etc.). Years start from 1 January and end in 31 December.

### Input

The input data should be read from the console. It consists of 3 lines:

* The first line holds an integer number – **start year**.
* The second line holds an integer number – **end year**.
* The third line holds an integer number – **magic weight**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console as a sequence of dates in **format dd-mm-yyyy** in **alphabetical order**. Each string should stay on a separate line. In case no magic dates exist, print “**No**”.

Beware that the **regional settings** at your computer and at the judge's computer may be different!

### Constraints

* The **start** and **end year** are **integers** in the range [1900-2100].
* The **magic weight** is an integer number in range [1…1000].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 2007  2007  144 | 17-03-2007  13-07-2007  31-07-2007 | 2003  2004  1500 | No | 2012  2014  80 | 09-01-2013  17-01-2013  23-03-2013  11-07-2013  01-09-2013  10-09-2013  09-10-2013  17-10-2013  07-11-2013  24-11-2013  14-12-2013  23-11-2014  13-12-2014  31-12-2014 | 2011  2012  14 | 01-01-2011  10-01-2011  01-10-2011  10-10-2011 |

## \*\* – Bit Killer

You are given a **sequence of bytes**. Consider each byte as sequence of exactly 8 bits. You are given also a number **step**. Write a program to remove (kill) all the bits at positions: **1**, **1 + step**, **1 + 2\*step**, ... Print the output as a sequence of bytes. In case the last byte have less than 8 bits, add trailing zeroes at its right end. Bits in each byte are counted from the leftmost to the rightmost. Bits are numbered starting from 0.

### Input

* The input data should be read from the console.
* The number **n** stays at the first line.
* The number **step** stays at the second line.
* At each of the next **n** lines **n** bytes are given, each at a separate line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. Print the output bytes, each at a separate line.

### Constraints

* The number **n** will be an **integer** number in the range [1…100].
* The number **step** will be an **integer** number in the range [1…20].
* The **n numbers** will be integers in the range [0…255].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2  11  109  87 | 90  188 | We have the following input sequence of 16 bits (2 bytes):  0**1**101101 0101**0**111. We kill the bits 1 and 12 (step=11). Obtained sequence: 01011010 101111. Padding: 2 zeroes at the end. Result: **01011010 10111100**. |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 3  2  45  87  250 | 97  240 | We have the following input sequence of 24 bits (3 bytes):  0**0**1**0**1**1**0**1** 0**1**0**1**0**1**1**1** 1**1**1**1**1**0**1**0**. We kill bits 1, 3, …, 23 (step=2). Obtain the sequence: 01100001 1111. We pad it with 4 zeroes at the end to obtain 2 full bytes. Result: **01100001 11110000**. |

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2  2  45  87 | 97 | We have the following input sequence of 16 bits (2 bytes):  0**0**1**0**1**1**0**1** 0**1**0**1**0**1**1**1**. We kill bits 1, 3, 5, …, 15 (step=2). Obtained sequence: 01100001 (8 bits). No padding is needed. Result: **01100001**. |

# Homework: Loops

This document defines homework assignments from the [“C# Basics“ Course @ Software University](http://softuni.bg/courses/csharp-basics/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code only) of all below described problems.

## Numbers from 1 to N

Write a program that enters from the console a positive integer **n** and **prints all the numbers from 1 to n**, on a single line, separated by a space. Examples:

|  |  |
| --- | --- |
| **n** | **output** |
| 3 | 1 2 3 |
| 5 | 1 2 3 4 5 |

## Numbers Not Divisible by 3 and 7

Write a program that enters from the console a positive integer **n** and prints all the **numbers from 1 to n not divisible by 3 and 7**, on a single line, separated by a space. Examples:

|  |  |
| --- | --- |
| **n** | **output** |
| 3 | 1 2 |
| 10 | 1 2 4 5 8 10 |

## Min, Max, Sum and Average of N Numbers

Write a program that reads from the console a sequence of **n** integer numbers and returns the **minimal**, the **maximal** number, the sum and the average of all numbers (displayed with 2 digits after the decimal point). The **input** starts by the number **n** (alone in a line) followed by **n lines**, each holding an integer number. The **output** is like in the examples below. Examples:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **input** | **output** |  | **input** | **output** |
| 3  2  5  1 | min = 1  max = 5  sum = 8  avg = 2.67 | 2  -1  4 | min = -1  max = 4  sum = 3  avg = 1.50 |

## Print a Deck of 52 Cards

Write a program that generates and prints **all possible cards from a** [**standard deck of 52 cards**](http://en.wikipedia.org/wiki/Standard_52-card_deck) (without the jokers). The cards should be printed using the classical notation (like 5♠, A♥, 9♣ and K♦). The card faces should start from 2 to A. Print each card face in its four possible suits: clubs, diamonds, hearts and spades. Use 2 nested for-loops and a switch-case statement.

|  |
| --- |
| **output** |
| 2♣ 2♦ 2♥ 2♠  3♣ 3♦ 3♥ 3♠  …  K♣ K♦ K♥ K♠  A♣ A♦ A♥ A♠ |

## Calculate 1 + 1!/X + 2!/X2 + … + N!/XN

Write a program that, for a given two integer numbers **n** and **x**, calculates the sum S = 1 + 1!/x + 2!/x2 + … + n!/xn. Use only one loop. Print the result with 5 digits after the decimal point.

|  |  |  |
| --- | --- | --- |
| **n** | **x** | **S** |
| 3 | 2 | 2.75000 |
| 4 | 3 | 2.07407 |
| 5 | -4 | 0.75781 |

## Calculate N! / K!

Write a program that calculates **n! / k!** for given **n** and **k** (1 < **k** < **n** < 100). Use only one loop. Examples:

|  |  |  |
| --- | --- | --- |
| **n** | **k** | **n! / k!** |
| 5 | 2 | 60 |
| 6 | 5 | 6 |
| 8 | 3 | 6720 |

## Calculate N! / (K! \* (N-K)!)

In combinatorics, the number of ways to choose **k** different members out of a group of **n** different elements (also known as the number of [**combinations**](http://en.wikipedia.org/wiki/Combination)) is calculated by the following formula:

![ \binom nk = \frac{n!}{k!(n-k)!},](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJsAAAAwBAMAAAD0lBWSAAAAMFBMVEX///9iYmIEBASenp5AQEAwMDCKioq2trYiIiJ0dHQMDAzm5uYWFhZQUFDMzMwAAAAm8IwaAAAAAXRSTlMAQObYZgAAA65JREFUSA2lVk1oE0EUfvnb/GySjSIiBSVgEbzl4FFo1JsUTA8qImK8KYgN4j1FCkI9uEq9eGk8SKkixBzEtoeuehB/iXeluQhC0VbUSin+vDczOzuT7ObHvsPM9773vbezm8nMA0D7QgOAWWTTVofsa1Hh/FYrsfyFliiTKfVfr2EHaV/KwFOJeoJq0KMzEzK3UZGwF1htBiiqdRkIORL2Aku5AMVbhd+v4O7Qsv3jxiby50oXbtMit/trNJZrw2WNlE6qhNAersSaOIcDninVUpuqqJyHq8hHVtYhQeUyNS8QgIQ23fKPjxIdWQO2+vh3f5HKcm2irnIe/k0QN8sqiw97gSDEtVH/cIStJ52DDyx+2F+lslxrqJSHo2uErQrMhQiMtGjsalLrp0o5xI4A/JknsFSmsatx7YLtK7KaRE8DvM8RsIo0djWuDTgCqvpT0k7XUj2DMwVNwj+lRg3kLLc0eeiP5g7sHNMzkr90f1Dvqp5g9PG30DN075nuRtaZP/qGbEKP9ePd10XxDd0f1Gsv923QArq+rVy2o9zfvo0Kv9Krx3m5//52bb9sZIvf7qy+OvHL6mS/Hh4Lbdu4277bE1Q2WeGRhgPLdYLZG0XO+PzJPv/AbghvTKPMJdrIE09zBdgwwytbQut3BODOjv8E+KTVcR2WiCFSQBlWbRZwW4FEzdXJOY4XcRZvlJOSUQFLjBWYIlsAfnzCkJCwW1eVA4Rq+Cq4fxydFh5LjJSYAu+P9ATjJ0XUp/VIFDG2AUmaOo0nrpGCLJpn07q5rUlgnH9KxonBKj/aDfsgUfZ6DyXME58DKsgMdl7GN+ejNXLb9g1R1UX7KMxCGh/k9h5EcxOJpwAVZCa7tkMPbLNO7j0adBuah0V4B+G613t4ApH4EVDBbIrGxBx3TH7ccUeMUzaC62Dh6PYe8JVsBRmRuIMUzMZbOFk3rzEnk2eTNmzswtcsgoWrd3uP7HGyMZSJRCxX5EmpJs7V+h3mhcnRLb6ZrNEGDbdwG7i9h5SIxEOkYJakdnEIbpnkz+AS2ixUS+YfI0cNXWc/IRJPeEkPEU7CxSQxdz3aRYmi4djmHMRspfdwg27iLKCC2wiu6AXEdqJn5AWnTLhBxsp4BNA2nnZ7DxkXiTV2SDCW7XoebxSkrgOYtQ5KEkZTQjD3SnxGIh9wxIcTVKKlxC7j2zIzHD77j0/8aWKvqKGII7yDKtuBI7kOyiVKLmDzAe6ZYmNrMcW5pGANJt3Xg38d0RgnVf7FuAAAAABJRU5ErkJggg==)

For example, there are 2598960 ways to withdraw 5 cards out of a standard deck of 52 cards. Your task is to write a program that calculates **n! / (k! \* (n-k)!)** for given **n** and **k** (1 < **k** < **n** < 100). Try to use only two loops. Examples:

|  |  |  |
| --- | --- | --- |
| **n** | **k** | **n! / (k! \* (n-k)!)** |
| 3 | 2 | 3 |
| 4 | 2 | 6 |
| 10 | 6 | 210 |
| 52 | 5 | 2598960 |

## Catalan Numbers

In combinatorics, the [Catalan numbers](http://en.wikipedia.org/wiki/Catalan_number) are calculated by the following formula:

![C_n = \frac{1}{n+1}{2n\choose n} = \frac{(2n)!}{(n+1)!\,n!} = \prod\limits_{k=2}^{n}\frac{n+k}{k} \qquad\mbox{ for }n\ge 0.](data:image/png;base64,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)

Write a program to calculate the **nth Catalan number** by given **n** (1 < n < 100). Examples:

|  |  |
| --- | --- |
| **n** | **Catalan(n)** |
| 0 | 1 |
| 5 | 42 |
| 10 | 16796 |
| 15 | 9694845 |

## Matrix of Numbers

Write a program that reads from the console a positive integer number n (1 ≤ n ≤ 20) and **prints a matrix** like in the examples below. Use two nested loops. Examples:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **n** | **matrix** |  | **n** | **matrix** |  | **n** | **matrix** |
| 2 | 1 2  2 3 | 3 | 1 2 3  2 3 4  3 4 5 | 4 | 1 2 3 4  2 3 4 5  3 4 5 6  4 5 6 7 |

## Odd and Even Product

You are given **n** integers (given in a single line, separated by a space). Write a program that checks whether the product of the odd elements is equal to the product of the even elements. Elements are counted from 1 to n, so the first element is odd, the second is even, etc. Examples:

|  |  |
| --- | --- |
| **numbers** | **result** |
| **2** 1 **1** 6 **3** | yes  product = 6 |
| **3** 10 **4** 6 **5** 1 | yes  product = 60 |
| **4** 3 **2** 5 **2** | no  odd\_product = 16  even\_product = 15 |

## Random Numbers in Given Range

Write a program that enters 3 integers n, min and max (min ≤ max) and prints n random numbers in the range [min...max]. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **n** | **min** | **max** | **random numbers** |
| 5 | 0 | 1 | 1 0 0 1 1 |
| 10 | 10 | 15 | 12 14 12 15 10 12 14 13 13 11 |

Note that the above output is just an example. Due to randomness, your program most probably will produce different results.

## \* Randomize the Numbers 1…N

Write a program that enters in integer n and prints the numbers 1, 2, …, n in random order. Examples:

|  |  |
| --- | --- |
| **n** | **randomized numbers 1…n** |
| 3 | 2 1 3 |
| 10 | 3 4 8 2 6 7 9 1 10 5 |

Note that the above output is just an example. Due to randomness, your program most probably will produce different results. You might need to use [arrays](http://msdn.microsoft.com/en-us/library/aa288453(v=vs.71).aspx).

## Binary to Decimal Number

Using loops write a program that converts a [binary integer](http://en.wikipedia.org/wiki/Binary_numeral_system) number to its decimal form. The input is entered as string. The output should be a variable of type long. Do not use the built-in .NET functionality. Examples:

|  |  |
| --- | --- |
| **binary** | **decimal** |
| 0 | 0 |
| 11 | 3 |
| 1010101010101011 | 43691 |
| 1110000110000101100101000000 | 236476736 |

## Decimal to Binary Number

Using loops write a program that converts an integer number to its [binary representation](http://en.wikipedia.org/wiki/Binary_numeral_system). The input is entered as long. The output should be a variable of type string. Do not use the built-in .NET functionality. Examples:

|  |  |
| --- | --- |
| **decimal** | **binary** |
| 0 | 0 |
| 3 | 11 |
| 43691 | 1010101010101011 |
| 236476736 | 1110000110000101100101000000 |

## Hexadecimal to Decimal Number

Using loops write a program that converts a [hexadecimal integer](http://en.wikipedia.org/wiki/Hexadecimal) number to its decimal form. The input is entered as string. The output should be a variable of type long. Do not use the built-in .NET functionality. Examples:

|  |  |
| --- | --- |
| **hexadecimal** | **decimal** |
| FE | 254 |
| 1AE3 | 6883 |
| 4ED528CBB4 | 338583669684 |

## Decimal to Hexadecimal Number

Using loops write a program that converts an integer number to its [hexadecimal representation](http://en.wikipedia.org/wiki/Hexadecimal). The input is entered as long. The output should be a variable of type string. Do not use the built-in .NET functionality. Examples:

|  |  |
| --- | --- |
| **decimal** | **hexadecimal** |
| 254 | FE |
| 6883 | 1AE3 |
| 338583669684 | 4ED528CBB4 |

## \* Calculate GCD

Write a program that calculates the [**greatest common divisor**](http://en.wikipedia.org/wiki/Greatest_common_divisor) (**GCD**) of given two integers a and b. Use the **Euclidean algorithm** (find it in Internet). Examples:

|  |  |  |
| --- | --- | --- |
| **a** | **b** | **GCD(a, b)** |
| 3 | 2 | 1 |
| 60 | 40 | 20 |
| 5 | -15 | 5 |

## \* Trailing Zeroes in N!

Write a program that calculates with how many zeroes the factorial of a given number n has at its end. Your program should work well for very big numbers, e.g. n=100000. Examples:

|  |  |  |
| --- | --- | --- |
| **n** | **trailing zeroes of n!** | **explaination** |
| 10 | 2 | 36288**00** |
| 20 | 4 | 243290200817664**0000** |
| 100000 | 24999 | think why |

## \*\* Spiral Matrix

Write a program that reads from the console a positive integer number n (1 ≤ n ≤ 20) and **prints a matrix** holding the numbers from 1 to n\*n in the form of **square spiral** like in the examples below. Examples:

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **n** | **matrix** |  | **n** | **matrix** |  | **n** | **matrix** |
| 2 | 1 2  4 3 | 3 | 1 2 3  8 9 4  7 6 5 | 4 | 1 2 3 4  12 13 14 5  11 16 15 6  10 9 8 7 |

# Exam problems.\*\*

**All of the problems below are given from Variant 6 of C# Basics Practical Exam (12 April 2014 Evening). You can submit your solutions** [**HERE**](http://judge.softuni.bg/Contests/7/CSharp-Basics-Exam-12-April-2014-Evening)**.**

**You are not obligated** to submit any of them in your homework. We highly recommend you to try solving some or all of them so you can be well prepared for the upcoming exam. You need to learn how to use conditional statements, loops, arrays and other things (learn in internet how or read those chapters in the book “[Fundamentals of computer programming with C#](http://www.introprogramming.info/intro-csharp-book/read-online/)”). If you still find those problems too hard for solving it’s very useful to **check** and **understand** the solutions. You can download all solutions and tests for this variant [here](https://softuni.bg/downloads/svn/csharp-basics/Feb-2014/9.%20CSharp-Basics-Exam-April-2014-Variant-1.zip) or check all [previous exams](https://softuni.bg/trainings/coursesinstances/details/2) (scroll down to the bottom of the page). You can also test your solutions in our automated [judge system](http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning) to see if you pass all tests.

## \*\* – Exam Schedule

At SoftUni we have a new trainee Stamat, who is assigned to make **schedules for the entrance exams**. Since today is his first day at work he is a little bit nervous and he is not working very fast. Unfortunately, it seems that he will not have enough time to make the schedule for the next exam and there is no one else to do the job … except you of course. You will be given **exam starting time** in the standard 12-hour clock (**hours**, **minutes** and **part of the day**) and **exam duration** (**hours** and **minutes**). Your job is to write a program that calculates **at what time the exam ends**.

\* Note that the **standard 12-hours clock** uses the following arrangements of the hours of the day: 12AM (midnight), 1AM, 2AM, 3AM, 4AM, 5AM, 6AM, 7AM, 8AM, 9AM, 10AM, 11AM, 12PM (noon), 1PM, 2PM, 3PM, 4PM, 5PM, 6PM, 7PM, 8PM, 9PM, 10PM, 11PM, 12AM, 1AM, … (learn more at <http://en.wikipedia.org/wiki/12-hour_clock>).

### Input

The input data should be read from the console. The input data consists of exactly 5 lines:

* The first three lines are holding the exam start time: **hour**, **minutes** and **part of the day (AM or PM)**.
* The last two lines are holding two integer number: the exam **duration hours** and **minutes**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

You have to print the time the exam ends in format **HH:MM:PartOfDay**.

### Constraints

* The **starting hour** will be an integer number in the range [1…12] inclusive.
* The **starting minutes** will an integer number in the range [0…59] inclusive.
* The **part of the day** will consist of exactly two capital letters: **AM** or **PM**.
* The **duration hours** will be an integer number between [0…23] inclusive.
* The **duration minutes** will be an integer number between [0…59] inclusive.
* Allowed work time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 9  30  AM  6  00 | 03:30:PM | 2  0  PM  2  30 | 04:30:PM |  | 11  30  AM  2  0 | 01:30:PM |  | 11  59  PM  0  3 | 12:02:AM |

## \*\* – Odd / Even Elements

You are given **N numbers**. Calculate the **sum**, **min** and **max** of its **odd elements** and **sum**, **min** and **max** of its **even elements.** Consider that the first element is odd, the second is even, etc.

### Input

The input data should be read from the console. It will consists of exactly one line.

* At the first line **N numbers** will be given, separated one from another by a single **space**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

You have to print the output in a single line at the console in the following format:

* **OddSum=…, OddMin=…, OddMax=…, EvenSum=…, EvenMin=…, EvenMax=…**

Print the numbers in the output without any unneeded trailing zeroes (i.e. print 1.5 instead of 1.50; 1 instead of 1.00). In case the sum, the minimal or the maximal element cannot be calculated (due to missing data), print "**No**".

### Constraints

* All numbers in the input will be in the range [-1 000 000 … 1 000 000], with no more than 10 digits (total, before and after the decimal point). The decimal separator in the non-integer numbers will be '**.**' and the numbers will have up to 2 digits after the decimal separator.
* The count N of the numbers in the input is in the range [0 … 1000].
* All numbers in the output should be formatted **without unneded trailing zeroes**.
* Allowed work time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2 3 5 4 2 1 | OddSum=9, OddMin=2, OddMax=5, EvenSum=8, EvenMin=1, EvenMax=4 |
| 3 -2 8 11 -3 | OddSum=8, OddMin=-3, OddMax=8, EvenSum=9, EvenMin=-2, EvenMax=11 |
| 1 | OddSum=1, OddMin=1, OddMax=1, EvenSum=No, EvenMin=No, EvenMax=No |
| 1.5 -2.5 | OddSum=1.5, OddMin=1.5, OddMax=1.5, EvenSum=-2.5, EvenMin=-2.5, EvenMax=-2.5 |
| 1.5 1.75 1.5 1.75 | OddSum=3, OddMin=1.5, OddMax=1.5, EvenSum=3.5, EvenMin=1.75, EvenMax=1.75 |

## \*\* – Arrow

![](data:image/png;base64,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)SoftUni has opened a new training center in Kaspichan, but the people there did not know how to find it. Your task is to **print a vertical arrow**, which will be used to indicate the path to the new building in the city. This will help thousands of people to become software engineers. Please help them!

### Input

The input data should be read from the console.

* On the only line will hold and integer number **N** (always **odd** number), indicating the **width** of the arrow.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. Use the “**#**” (number sign) to mark the arrow and “**.**” (dot) for the rest. Follow the examples below.

### Constraints

* **N** will always be a positive **odd** number between **3** and **79** inclusive.
* Allowed working time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| 5 | ..#####..  ..#...#..  ..#...#..  ..#...#..  ###...###  .#.....#.  ..#...#..  ...#.#...  ....#.... | 9 | ....#########....  ....#.......#....  ....#.......#....  ....#.......#....  ....#.......#....  ....#.......#....  ....#.......#....  ....#.......#....  #####.......#####  .#.............#.  ..#...........#..  ...#.........#...  ....#.......#....  .....#.....#.....  ......#...#......  .......#.#.......  ........#........ |  | 3 | .###.  .#.#.  ##.##  .#.#.  ..#.. |

## \*\* – Five Special Letters

We are given two numbers: **start** and **end**. Write a program to **generate all sequences of 5 letters**, each from the set { '**a**', '**b**', '**c**', '**d**', '**e**' }, such that the weight of these 5 letters is a number in the range [**start** … **end**] inclusively. Print them in alphabetical order, in a single line, separated by a space.

The **weight of a single letter** is calculated as follows: weight('**a**') = **5**; weight('**b**') = **-12**; weight('**c**') = **47**; weight('**d**') = **7**; weight('**e**') = **-32**. The **weight of a sequence** of letters c1c2…cn is the calculated by first removing all repeating letters (from right to left) and then calculate the formula:

weight(c1c2…cn) = 1\*weight(c1) + 2\*weight(c2) + … + n\*weight(cn)

For example, the weight of "**bcddc**" is calculated as follows: First we remove the repeating letters and we get "**bcd**". Then we apply the formula: 1\*weight('**b**') + 2\*weight('**c**') + 3\*weight('**d**') = 1\*(-12) + 2\*47 + 3\*7 = 103. Another example: weight("cadea") = weight("cade") = 1\*47 + 2\*5 + 3\*7 - 4\*32 = -50.

### Input

The input data should be read from the console. It will consist of 2 lines:

* The number **start** stays at the first line.
* The number **end** stays at the second line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console as a sequence of strings in **alphabetical order**. Each string should be separated than the next string by a single space. In case no 5-letter strings exist with a weight in the specified range, print “**No**”.

### Constraints

* The numbers **start** and **end** will be an **integers** in the range [-10000…10000].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 40  42 | bcead bdcea | weight("bcead") = 41  weight("bdcea") = 40 |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| -1  1 | bcdea cebda eaaad eaada eaadd eaade eaaed eadaa eadad eadae eadda eaddd eadde eadea eaded eadee eaead eaeda eaedd eaede eaeed eeaad eeada eeadd eeade eeaed eeea | 200  300 | baadc babdc badac badbc badca badcb badcc badcd baddc bbadc bbdac bdaac bdabc bdaca bdacb bdacc bdacd bdadc bdbac bddac beadc bedac eabdc ebadc ebdac edbac | 300  400 | No |

## \*\* – Bit Roller

Nakov enjoys playing with bits very much. Yesterday he invented a new game. He takes a 19-bit number and rolls it on the right (moves its most right bit at the left most position). He tried this several times and he found it is too easy. Then he invented a more complex game: freeze a certain bit as a pillar and roll right all other bits several times. Now he is happy but he wants to automate this process.

Help Nakov to write a program that **rolls r times a 19-bit number n with a frozen bit at position f**.

Example: we have the number **n** = **2521**, which is **0000000100111011001** in binary (as a 19-bit number). We **freeze** the bit at position **f** = **8** (we count the positions from the right, starting from 0). We roll out the number **r** = **4** times. We obtain the result **295245** as follows:

* 2521(10) = 0000000100**1**11011001 🡪 1000000010**1**01101100 (roll right with frozen position 8)
* 1000000010**1**01101100 🡪 0100000001**1**00110110 (roll right with frozen position 8)
* 0100000001**1**00110110 🡪 0010000000**1**10011011 (roll right with frozen position 8)
* 0010000000**1**10011011 🡪 1001000000**1**01001101 = 295245(10) (roll right with frozen position 8)

### Input

The input data should be read from the console. It will consist of 3 lines:

* The number **n** stays at the first line.
* The number **f** stays at the second line.
* The number **r** stays at the third line.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print the obtained result after rolling **r** times **n** with a frozen bit at position **f** at the console (as decimal number).

### Constraints

* The number **n** will be a 19-bit unsigned **integer** (in the range [0…524287]).
* The number **f** will be integer in the range [0…18].
* The number **r** will be integer in the range [0…100].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 2521  8  4 | 295245 | 2521(10) = 0000000100**1**11011001 🡪 1000000010**1**01101100 🡪 0100000001**1**00110110 🡪 0010000000**1**10011011 🡪 1001000000**1**01001101 = 295245(10) |
| 480678  18  2 | 447849 | 480679(10) = **1**110101010110100110 🡪 **1**011010101011010011 🡪 **1**101101010101101001 = 447849(10) |

# Homework: C# Advanced Topics

This document defines the homework assignments from the [“C# Basics“ Course @ Software University](http://softuni.bg/courses/csharp-basics/).

## Fibonacci Numbers

Define a method Fib(n) that calculates the nth [Fibonacci number](https://en.wikipedia.org/wiki/Fibonacci_number). Examples:

|  |  |
| --- | --- |
| **n** | **Fib(n)** |
| 0 | 1 |
| 1 | 1 |
| 2 | 2 |
| 3 | 3 |
| 4 | 5 |
| 5 | 8 |
| 6 | 13 |
| 11 | 144 |
| 25 | 121393 |

## Prime Checker

Write a Boolean method IsPrime(n) that check whether a given integer number n is [prime](https://en.wikipedia.org/wiki/Prime_number). Examples:

|  |  |
| --- | --- |
| **n** | **IsPrime(n)** |
| 0 | false |
| 1 | false |
| 2 | true |
| 3 | true |
| 4 | false |
| 5 | true |
| 323 | false |
| 337 | true |
| 6737626471 | true |
| 117342557809 | false |

## Primes in Given Range

Write a method that calculates **all prime numbers in given range** and returns them as list of integers:

|  |
| --- |
| static List<int> FindPrimesInRange(startNum, endNum)  {  …  } |

Write a method to **print a list of integers**. Write a program that enters two integer numbers (each at a separate line) and prints all primes in their range, separated by a comma.

Examples:

|  |  |
| --- | --- |
| **Start number End number** | **Output** |
| 0  10 | 2, 3, 5, 7 |
| 5  11 | 5, 7, 11 |
| 100 200 | 101, 103, 107, 109, 113, 127, 131, 137, 139, 149, 151, 157, 163, 167, 173, 179, 181, 191, 193, 197, 199 |
| 250  950 | 251, 257, 263, 269, 271, 277, 281, 283, 293, 307, 311, 313, 317, 331, 337, 347, 349, 353, 359, 367, 373, 379, 383, 389, 397, 401, 409, 419, 421, 431, 433, 439, 443, 449, 457, 461, 463, 467, 479, 487, 491, 499, 503, 509, 521, 523, 541, 547, 557, 563, 569, 571, 577, 587, 593, 599, 601, 607, 613, 617, 619, 631, 641, 643, 647, 653, 659, 661, 673, 677, 683, 691, 701, 709, 719, 727, 733, 739, 743, 751, 757, 761, 769, 773, 787, 797, 809, 811, 821, 823, 827, 829, 839, 853, 857, 859, 863, 877, 881, 883, 887, 907, 911, 919, 929, 937, 941, 947 |
| 100  50 | *(empty list)* |

## Difference between Dates

Write a program that enters two dates in format dd.MM.yyyy and returns the number of days between them. Examples:

|  |  |
| --- | --- |
| **First date Second date** | **Days between** |
| 17.03.2014  30.04.2014 | 44 |
| 17.03.2014  17.03.2014 | 0 |
| 14.06.1980  5.03.2014 | 12317 |
| 5.03.2014  3.03.2014 | -2 |

## Sorting Numbers

Write a program that reads a number n and a sequence of n integers, sorts them and prints them. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| **5**  3  -3  2  122  0 | -3  0  2  3  122 |
| **3**  0  1  0 | 0  0  1 |

## Longest Area in Array

Write a program to find the **longest area of equal elements** in array of strings. You first should read an integer n and n strings (each at a separate line), then find and print the longest sequence of equal elements (first its length, then its elements). If multiple sequences have the same maximal length, print the leftmost of them. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 6  hi  hi  hello  ok  ok  ok | 3  ok  ok  ok |
| 2  SoftUni  Hello | 1  SoftUni |
| 4  hi  hi  hi  hi | 4  hi  hi  hi  hi |
| 5  wow  hi  hi  ok  ok | 2  hi  hi |

## Matrix of Palindromes

Write a program to generate the following matrix of palindromes of **3** letters with r rows and c columns:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3 6 | aaa aba aca ada aea afa  bbb bcb bdb beb bfb bgb  ccc cec cdc cfc cgc chc |
| 2 3 | aaa aba aca  bbb bcb bdb |
| 1 1 | aaa |
| 1 3 | aaa aba aca |

## \* Longest Non-Decreasing Subsequence

Write a program that reads a sequence of integers and finds in it the **longest non-decreasing subsequence**. In other words, you should remove a minimal number of numbers from the starting sequence, so that the resulting sequence is non-decreasing. In case of several longest non-decreasing sequences, print the leftmost of them. The input and output should consist of a single line, holding integer numbers separated by a space. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 1 | 1 |
| 7 3 5 8 -1 6 7 | 3 5 6 7 |
| 1 1 1 2 2 2 | 1 1 1 |
| 1 1 1 3 3 3 2 2 2 2 | 2 2 2 2 |
| 11 12 13 3 14 4 15 5 6 7 8 7 16 9 8 | 3 4 5 6 7 8 9 |

## Remove Names

Write a program that takes as input two lists of names and **removes from the first list all names given in the second list**. The input and output lists are given as words, separated by a space, each list at a separate line. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| Peter Alex Maria Todor Steve Diana Steve  Todor Steve Nakov | Peter Alex Maria Diana |
| Hristo Hristo Nakov Nakov Petya  Nakov Vanessa Maria | Hristo Hristo Petya |

## Join Lists

Write a program that takes as input two lists of integers and **joins them**. The result should hold all numbers from the first list, and all numbers from the second list, **without repeating numbers**, and arranged in **increasing order**. The input and output lists are given as integers, separated by a space, each list at a separate line. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 20 40 10 10 30 80  25 20 40 30 10 | 10 20 25 30 40 80 |
| 5 4 3 2 1  6 3 2 | 1 2 3 4 5 6 |
| 1  1 | 1 |

## Count of Letters

Write a program that reads a list of letters and **prints for each letter how many times it appears in the list**. The letters should be listed in alphabetical order. Use the input and output format from the examples below. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| b b a a b | a -> 2  b -> 3 |
| h d h a a a s d f d a d j d s h a a | a -> 6  d -> 5  f -> 1  h -> 3  j -> 1  s -> 2 |

## Count of Names

Write a program that reads a list of names and **prints for each name how many times it appears in the list**. The names should be listed in alphabetical order. Use the input and output format from the examples below. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| Peter Steve Nakov Steve Alex Nakov | Alex -> 1  Nakov -> 2  Peter -> 1  Steve -> 2 |
| Nakov Nakov Nakov SoftUni Nakov | SoftUni -> 1  Nakov -> 5 |

## Average Load Time Calculator

We have a report that holds dates, web site URLs and load times (in seconds) in the same format like in the examples below. Your tasks is to calculate the **average load time** for each URL. Print the URLs in the same order as they first appear in the input report. Print the output in the format given below. Use double floating-point precision. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2014-Mar-02 11:33 <http://softuni.bg> 8.37725  2014-Mar-02 11:34 <http://www.google.com> 1.335  2014-Mar-03 21:03 <http://softuni.bg> 7.25  2014-Mar-03 22:00 <http://www.google.com> 2.44  2014-Mar-03 22:01 <http://www.google.com> 2.45  2014-Mar-03 22:01 <http://www.google.com> 2.77 | <http://softuni.bg> -> 7.813625  <http://www.google.com> -> 2.24875 |
| 2014-Apr-01 02:01 <http://softuni.bg> 8.37725  2014-Apr-01 02:05 <http://www.nakov.com> 11.622  2014-Apr-01 02:06 <http://softuni.bg> 4.33  2014-Apr-01 02:11 <http://www.google.com> 1.94  2014-Apr-01 02:11 <http://www.google.com> 2.011  2014-Apr-01 02:12 <http://www.google.com> 4.882  2014-Apr-01 02:34 <http://softuni.bg> 4.885  2014-Apr-01 02:36 <http://www.nakov.com> 10.74  2014-Apr-01 02:36 <http://www.nakov.com> 11.75  2014-Apr-01 02:38 <http://softuni.bg> 3.886  2014-Apr-01 02:44 <http://www.google.com> 1.04  2014-Apr-01 02:48 <http://www.google.com> 1.4555  2014-Apr-01 02:55 <http://www.google.com> 1.977 | <http://softuni.bg> -> 5.3695625  <http://www.nakov.com> -> 11.3706666666667  <http://www.google.com> -> 2.21758333333333 |

## Longest Word in a Text

Write a program to find the longest word in a text. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| Welcome to the Software University. | University |
| The C# Basics course is awesome start in programming with C# and Visual Studio. | programming |

## Extract URLs from Text

Write a program that extracts and prints all URLs from given text. URL can be in only two formats:

* [**http://something**](http://something), e.g. <http://softuni.bg>, <http://forums.softuni.bg>, <http://www.nakov.com>
* [**www.something.domain**](http://www.something.domain), e.g. [www.nakov.com](http://www.nakov.com), [www.softuni.bg](http://www.softuni.bg), [www.google.com](http://www.google.com)

Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| The site nakov.com can be access from <http://nakov.com> or [www.nakov.com](http://www.nakov.com). It has subdomains like mail.nakov.com and svetlin.nakov.com. Please check <http://blog.nakov.com> for more information. | <http://nakov.com>  [www.nakov.com](http://www.nakov.com)  <http://blog.nakov.com> |

## \* Counting a Word in a Text

Write a program that counts **how many times a given word occurs in given text**. The first line in the input holds the word. The second line of the input holds the text. The output should be a single integer number – the number of word occurrences. Matching should be **case-insensitive**. Note that **not all matching substrings are words** and should be counted. A **word** is a sequence of letters separated by punctuation or start / end of text. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| hi  **Hi**dden networks say “**Hi**” only to **Hi**tachi devices. **Hi**, said Matu**hi**. **HI**! | 3 |
| SoftUni  The Software University (**SoftUni**) trains software engineers, gives them a profession and a job. Visit us at [http://**softuni**.bg](http://softuni.bg). Enjoy the SoftUnification at **SoftUni**.BG. Contact us.Email: [INFO@**SOFTUNI**.BG](mailto:INFO@SOFTUNI.BG). Facebook: <https://www.facebook.com/SoftwareUniversity>. YouTube: <http://www.youtube.com/SoftwareUniversity>. Google+: <https://plus.google.com/+SoftuniBg/>. Twitter: <https://twitter.com/softunibg>. GitHub: [https://github.com/**softuni**](https://github.com/softuni) | 5 |
| SoftUni  Software University | 0 |
| SoftUni  **SoftUni** | 1 |
| SoftUni  **SoftUni**.**SoftUni** | 2 |

## \* Perimeter and Area of Polygon

Write a program that **calculates the perimeter and the area of given polygon** (not necessarily convex) consisting of n floating-point coordinates in the 2D plane. Print the result rounded to two decimal digits after the decimal point. Use the input and output format from the examples. To hold the points, define a class Point(x, y). To hold the polygon use a Polygon class which holds a **list of points**. Find in Internet how to calculate the [polygon perimeter](http://www.mathopenref.com/polygonperimeter.html) and how to calculate the [area of a polygon](http://www.mathopenref.com/coordpolygonarea.html). Examples:

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 3  0 0  0 1  1 1 | perimeter = 3.41  area = 0.50 |  |
| 7  -2 1  1 3  5 1  1 2  1 1  3 -2  -2 1 | perimeter = 22.64  area = 9.5 |  |

# Exam problems.\*\*

**All of the problems below are given from Variant 8 of C# Basics Practical Exam (14 April 2014 Evening). You can submit your solutions** [**HERE**](http://judge.softuni.bg/Contests/7/CSharp-Basics-Exam-12-April-2014-Evening)**.**

**You are not obligated** to submit any of them in your homework. We highly recommend you to try solving some or all of them so you can be well prepared for the upcoming exam. You need to learn how to use conditional statements, loops, arrays and other things (learn in internet how or read those chapters in the book “[Fundamentals of computer programming with C#](http://www.introprogramming.info/intro-csharp-book/read-online/)”). If you still find those problems too hard for solving it’s very useful to **check** and **understand** the solutions. You can download all solutions and tests for this variant [here](https://softuni.bg/downloads/svn/csharp-basics/Feb-2014/9.%20CSharp-Basics-Exam-April-2014-Variant-8.zip) or check all [previous exams](https://softuni.bg/trainings/coursesinstances/details/2) (scroll down to the bottom of the page). You can also test your solutions in our automated [judge system](http://judge.softuni.bg/Contests/2/CSharp-Basics-Exam-10-April-2014-Morning) to see if you pass all tests.

## \*\* – Inside the Building
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Write a program that enters a size **h** and 5 points {**x1**, **y1**},{**x2**, **y2**},{**x3**, **y3**},{**x4**, **y4**}, and {**x5**, **y5**} and prints for each of the points whether it is inside or outside of the building. Points at the building's border, like {0, 0}, are considered inside.

### Input

The input data should be read from the console.

* At the first line an integer number **h** specifying the **size** of the building will be given.
* At the next 10 lines the numbers **x1**, **y1**, **x2**, **y2**, **x3**, **y3**, **x4**, **y4**, **x5**, **y5** are given.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. It should consist of exactly 5 lines. At each line print either "**inside**" or "**outside**" depending of where each of the 5 input points are located.

### Constraints

* All numbers in the input will be integers in the range [-1000 … 1000].
* Allowed working time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** | **Comments** |  | **Input** | **Output** | **Comments** |
| 2  3  10  0  6  2  2  3  1  6  0 | outside  outside  inside  inside  inside |  | 15  29  38  37  19  30  0  -4  7  13  57 | inside  outside  inside  outside  outside |  |

## \*\* – Student Cables

Once at the Software University (SoftUni) we had problems with the Wi-Fi network. It was working well in the previous days even with a few hundred students browsing Internet in the same time, but at the exam all the students came with their laptop at fixed time and tried to establish a wireless connection simultaneously. This flooded the Wi-Fi access points and as a result some of the students were unable to get an IP address from the DHCP server. They of course established a Wi-Fi Internet connection after a few reconnects in next 5-10 minutes, but were highly stressed because they didn't had Internet immediately before the start the exam start.

Nakov, the main driver of SoftUni, decided to solve the problem by connecting some of the students through a standard **network cables**. He installed a few network switches in the exam lab and started to prepare cables for the students. His idea was to use **5 meters long cables** (called **student cables**) between the switches and the student's laptops. Nakov wanted to create as much as possible cablesof size 5 meters. He had a lot of cables of different sizes, e.g. a big roll of 300 meters, another big roll of 130 meters and a few small cables of 30 cm, 15 cm and 10 cm. The cables had **different sizes** and was measured in **different** **measures** (meters or centimeters). Nakov calculated that he needed **2 cm for crimping each RJ45 connector** and **3 cm for joining each two pieces of cable**. It was complex to calculate how much cables Nakov can create so he needs your help.

Write a program that takes as an input a **sequence of N cables of different sizes** and calculates **how many student cables** Nakov can create by first joining them all together, then cut them into 5 meters and 4 cm, and finally crimp the RJ45 connectors to obtain 5 meters long student network cables. Calculate also **the length of the unused remaining cable**. Note that cables **shorter than 20 cm** in the input will be thrown away, so please discard therm.

### Input

The input data should be read from the console.

* At the **first line** an integer number **n** specifying the **number of cables** will be given.
* At the next **2 \* n lines** the cables will be given: first comes the **cable length**; second comes the **measure**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. It should consist of exactly 2 lines:

* The first line should hold the **number of student cables**.
* The second line should hold the **length of the remaining cable**.

### Constraints

* The number **n** will be integer in the range [1 … 100].
* The **cable length** is integer in the range [1 … 500].
* The **cable measure** is one of the following values: **meters**, **centimeters**.
* Allowed working time for your program: 0.1 seconds. Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Input** | **Output** | **Comments** |  | **Input** | **Output** |
| 4  11  meters  18  centimeters  8  meters  120  centimeters | 3  502 | We have **4** cables: **1100** cm, **18** cm, **800** cm and **120** cm. The 18 cm cable is too short (18 cm < 20 cm), so it is discarded. We join 1100 cm + 800 cm + 120 cm and we lose 2\*3 = 6 cm. We obtain **2014** cm joined cable. We create **3 student cables**: 3 \* (5 m cable + 2 cm RJ crimp + 2 cm RJ crimp) = 3 \* 504 = **1512** cm. The remainder is 2014 – 1512 = **502 cm**. | 3  116  centimeters  4  meters  20  centimeters | 1  26 |
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## \*\* – Programmer DNA

The secret scientists from the institute of Bizarre Artificial Neurobiology or B.A.N have tried for years to find the DNA markers of the perfect programmer. The work is going well but after an incident with the printer in the institute it is impossible to print the latest discovery. That is why they have asked you to help them.

Your task is to make a program that can **print simple DNA chains of various lengths**. Simple DNA chains consist of **sequence of diamond blocks containing only letters from A to G** (see the example on the right).

Letters are chained alphabetically: A is followed by B, then C, D, E, F, G, then again A and so on. Each DNA block is with size 7.

### Input

The input data should be read from the console.

* On the first line an integer number **N** specifying the **length** of the DNA chain will be given.
* On the second line the **starting letter** of the chain will be given (capital letter from **A** to **G**).

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. Following the examples below print exactly **N** lines of the programmer's DNA. Use only capital letters from **A** to **G** and “**.**” for the empty space.

### Constraints

* **N** will always be a positive number between **7** and **999** inclusive.
* Allowed working time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 7  B | ...B...  ..CDE..  .FGABC.  DEFGABC  .DEFGA.  ..BCD..  ...E... | 10  F | ...F...  ..GAB..  .CDEFG.  ABCDEFG  .ABCDE.  ..FGA..  ...B...  ...C...  ..DEF..  .GABCD. |

## \*\* – Magic Car Numbers

Cars in Sofia have registration numbers in format "**CA*abcdXY***" where ***a***, ***b***, ***c*** and ***d*** are digits from 0 to 9 and ***X*** and ***Y*** are letters from the following subset of the Latin alphabet: 'A', 'B', 'C', 'E', 'H', 'K', 'M', 'P', 'T' and 'X'. Examples of car numbers from Sofia are "CA8517TX", "CA2277PC", "CA0710XC", "CA1111AC", while "CC7512FJ" in not valid car number from Sofia. Local people are keen to choose special numbers for their cars, know as **magic car numbers**. They calculate the **weight of a car number** as follows: they sum its digits and letters, assuming that letters have the following values: 'A' 🡪 10, 'B' 🡪 20, 'C' 🡪 30, 'E' 🡪 50, 'H' 🡪 80, 'K' 🡪 110, 'M' 🡪 130, 'P' 🡪 160, 'T' 🡪 200, 'X' 🡪 240. For example the weight("CA6511BM") = 30 + 10 + 6 + 5 + 1 + 1 + 20 + 130 = 203. A **magic car number** is a car number that has a **special magic weight** (e.g. 256 or 512 for developers) and its number is in some of the formats "CA*aaaaXY*", "CA*abbbXY*", "CA*aaabXY*", "CA*aabbXY*", "CA*ababXY*" and "CA*abbaXY*", where ***a*** and ***b*** are two different digits and ***X*** and ***Y*** are letters from the Latin alphabet subset { 'A', 'B', 'C', 'E', 'H', 'K', 'M', 'P', 'T', 'X' }.

Your task is to write a program that calculates **how many cars** ca n be registered in Sofia **for given magic weight**.

### Input

The input data should be read from the console. It will consist of a single value: the **magic weight**.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output should be printed on the console. It is a single value: the number of cars matching given magic value.

### Constraints

* All input numbers will be **integers** in the range [1…1000].
* Allowed working time for your program: 0.25 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Matching Car Numbers** |
| 555 | 2 | CA8999XX, CA9998XX |
| 512 | 18 | CA5999TX, CA5999XT, CA7799TX, CA7979TX, CA7997TX, CA7799XT, CA7979XT, CA7997XT, CA8888TX, CA8888XT, CA9995TX, CA9977TX, CA9797TX, CA9779TX, CA9995XT, CA9977XT, CA9797XT, CA9779XT |
| 95 | 46 | CA0555AC, CA0555BB, CA0005BC, CA0555CA, CA0005CB, CA1888AB, CA1888BA, CA1112BC, CA1112CB, CA2229AC, CA2229BB, CA2111BC, CA2229CA, CA2111CB, CA3444AC, CA3336AC, CA3444BB, CA3336BB, CA3444CA, CA3336CA, CA4777AB, CA4443AC, CA4777BA, CA4443BB, CA4443CA, CA5550AC, CA5550BB, CA5000BC, CA5550CA, CA5000CB, CA6667AB, CA6333AC, CA6667BA, CA6333BB, CA6333CA, CA7774AB, CA7666AB, CA7774BA, CA7666BA, CA8999AA, CA8881AB, CA8881BA, CA9998AA, CA9222AC, CA9222BB, CA9222CA |

## \*\* – Bit Flipper

We are given a **bit sequence** in the form of **64-bit integer**. We pass through the bits from left to right and we **flip all sequences of 3 equal bits** (111 🡪 000, 000 🡪 111). For example, 8773276988229695713 represents the bit sequence 0111100111000000111100001111000000011111100010100011100011100001. We flip from left to right all 3 consecutive equal bits: 0**111**100**111000000111**1**000**0**111**1**000000**0**111111000**101**000111000111000**01 🡪 0**000**100**000111111000**1**111**0**000**1**111111**0**000000111**101**111000111000111**01. The obtained 64-bit number after flipping is 594226797558351645.

Your task is to write a program that enters a 64-bit integer, performs the above described flipping, and prints the obtained result as a 64-bit integer.

### Input

The input data should be read from the console. It consists of a single 64-bit integer number.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print at the console the 64-bit integer, representing the obtained bits after the flipping.

### Constraints

* The **input number** will be a 64-bit integer in the range [0 … 18 446 744 073 709 551 615].
* Allowed working time for your program: 0.1 seconds.
* Allowed memory: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 8773276988229695713 | 594226797558351645 |
| **Explanation** | |
| 8773276988229695713 🡪  0**111**100**111000000111**1**000**0**111**1**000000**0**111111000**101**000111000111000**01 🡪 0**000**100**000111111000**1**111**0**000**1**111111**0**000000111**101**111000111000111**01 🡪  594226797558351645 | |

|  |  |
| --- | --- |
| **Input** | **Output** |
| 594226797558350599 | 17222015390969265120 |
| **Explanation** | |
| 594226797558350599 🡪  **000**01**000**00**111111000111**1**000**0**111111**1**000000**0**111**10**111**1**000**011**000**00**111** 🡪 **111**01**111**00**000000111000**1**111**0**000000**1**111111**0**000**10**000**1**111**011**111**00**000** 🡪  17222015390969265120 | |
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**C#2**
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# Homework: Arrays

### Problem 1. Allocate array

* Write a program that allocates array of 20 integers and initializes each element by its index multiplied by 5.
* Print the obtained array on the console.

### Problem 2. Compare arrays

* Write a program that reads two integer arrays from the console and compares them element by element.

### Problem 3. Compare char arrays

* Write a program that compares two char arrays lexicographically (letter by letter).

### Problem 4. Maximal sequence

* Write a program that finds the **maximal sequence** of equal elements in an array.

Example:

| **input** | **result** |
| --- | --- |
| 2, 1, 1, 2, 3, 3, **2, 2, 2**, 1 | 2, 2, 2 |

### Problem 5. Maximal increasing sequence

* Write a program that finds the maximal increasing sequence in an array.

Example:

| **input** | **result** |
| --- | --- |
| 3, **2, 3, 4**, 2, 2, 4 | 2, 3, 4 |

### Problem 6. Maximal K sum

* Write a program that reads two integer numbers N and K and an array of N elements from the console.
* Find in the array those K elements that have maximal sum.

### Problem 7. Selection sort

* **Sorting** an array means to arrange its elements in increasing order. Write a program to sort an array.
* Use the [Selection sort](http://en.wikipedia.org/wiki/Selection_sort) algorithm: Find the smallest element, move it at the first position, find the smallest from the rest, move it at the second position, etc.

### Problem 8. Maximal sum

* Write a program that finds the sequence of maximal sum in given array.

Example:

| **input** | **result** |
| --- | --- |
| 2, 3, -6, -1, **2, -1, 6, 4**, -8, 8 | 2, -1, 6, 4 |

* Can you do it with only one loop (with single scan through the elements of the array)?

### Problem 9. Frequent number

* Write a program that finds the most frequent number in an array.

Example:

| **input** | **result** |
| --- | --- |
| **4**, 1, 1, **4**, 2, 3, **4**, **4**, 1, 2, **4**, 9, 3 | 4 (5 times) |

### Problem 10. Find sum in array

* Write a program that finds in given array of integers a sequence of given sum S (if present).

Example:

| **array** | **S** | **result** |
| --- | --- | --- |
| 4, 3, 1, **4, 2, 5**, 8 | 11 | 4, 2, 5 |

### Problem 11. Binary search

* Write a program that finds the index of given element in a sorted array of integers by using the [Binary search](http://en.wikipedia.org/wiki/Binary_search_algorithm) algorithm.

### Problem 12. Index of letters

* Write a program that creates an array containing all letters from the alphabet (A-Z).
* Read a word from the console and print the index of each of its letters in the array.

### Problem 13.\* Merge sort

* Write a program that sorts an array of integers using the [Merge sort](http://en.wikipedia.org/wiki/Merge_sort) algorithm.

### Problem 14. Quick sort

* Write a program that sorts an array of integers using the [Quick sort](http://en.wikipedia.org/wiki/Quicksort) algorithm.

### Problem 15. Prime numbers

* Write a program that finds all prime numbers in the range [1...10 000 000]. Use the [Sieve of Eratosthenes](http://en.wikipedia.org/wiki/Sieve_of_Eratosthenes) algorithm.

### Problem 16.\* Subset with sum S

* We are given an array of integers and a number S.
* Write a program to find if there exists a subset of the elements of the array that has a sum S.

Example:

| **input array** | **S** | **result** |
| --- | --- | --- |
| 2, **1**, **2**, 4, 3, **5**, 2, **6** | 14 | yes |

### Problem 17.\* Subset K with sum S

* Write a program that reads three integer numbers N, K and S and an array of N elements from the console.
* Find in the array a subset of K elements that have sum S or indicate about its absence.

### Problem 18.\* Remove elements from array

* Write a program that reads an array of integers and removes from it a minimal number of elements in such a way that the remaining array is sorted in increasing order.
* Print the remaining sorted array.

Example:

| **input** | **result** |
| --- | --- |
| 6, **1**, 4, **3**, 0, **3**, 6, **4**, **5** | 1, 3, 3, 4, 5 |

### Problem 19.\* Permutations of set

* Write a program that reads a number N and generates and prints all the permutations of the numbers [1 … N].

Example:

| **N** | **result** |
| --- | --- |
| 3 | {1, 2, 3}  {1, 3, 2}  {2, 1, 3}  {2, 3, 1}  {3, 1, 2}  {3, 2, 1} |

### Problem 20.\* Variations of set

* Write a program that reads two numbers N and K and generates all the variations of K elements from the set [1..N].

Example:

| **N** | **K** | **result** |
| --- | --- | --- |
| 3 | 2 | {1, 1}  {1, 2}  {1, 3}  {2, 1}  {2, 2}  {2, 3}  {3, 1}  {3, 2}  {3, 3} |

### Problem 21.\* Combinations of set

* Write a program that reads two numbers N and K and generates all the combinations of K distinct elements from the set [1..N].

Example:

| **N** | **K** | **result** |
| --- | --- | --- |
| 5 | 2 | {1, 2}  {1, 3}  {1, 4}  {1, 5}  {2, 3}  {2, 4}  {2, 5}  {3, 4}  {3, 5}  {4, 5} |

# Homework: Multidimensional Arrays

### Problem 1. Fill the matrix

* Write a program that fills and prints a matrix of size (n, n) as shown below:

Example for *n=4*:

| **a)** | **b)** | **c)** | **d)\*** |
| --- | --- | --- | --- |
| |  |  |  |  | | --- | --- | --- | --- | | 1 | 5 | 9 | 13 | | 2 | 6 | 10 | 14 | | 3 | 7 | 11 | 15 | | 4 | 8 | 12 | 16 | | |  |  |  |  | | --- | --- | --- | --- | | 1 | 8 | 9 | 16 | | 2 | 7 | 10 | 15 | | 3 | 6 | 11 | 14 | | 4 | 5 | 12 | 13 | | |  |  |  |  | | --- | --- | --- | --- | | 7 | 11 | 14 | 16 | | 4 | 8 | 12 | 15 | | 2 | 5 | 9 | 13 | | 1 | 3 | 6 | 10 | | |  |  |  |  | | --- | --- | --- | --- | | 1 | 12 | 11 | 10 | | 2 | 13 | 16 | 9 | | 3 | 14 | 15 | 8 | | 4 | 5 | 6 | 7 | |

### Problem 2. Maximal sum

* Write a program that reads a rectangular matrix of size N x M and finds in it the square 3 x 3 that has maximal sum of its elements.

### Problem 3. Sequence n matrix

* We are given a matrix of strings of size N x M. Sequences in the matrix we define as sets of several neighbour elements located on the same line, column or diagonal.
* Write a program that finds the longest sequence of equal strings in the matrix.

Example:

| **matrix** | **result** |  | **matrix** | **result** |
| --- | --- | --- | --- | --- |
| |  |  |  |  | | --- | --- | --- | --- | | **ha** | fifi | ho | hi | | fo | **ha** | hi | xx | | xxx | ho | **ha** | xx | | ha, ha, ha |  | |  |  |  | | --- | --- | --- | | s | qq | **s** | | pp | pp | **s** | | pp | qq | **s** | | s, s, s |

### Problem 4. Binary search

* Write a program, that reads from the console an array of N integers and an integer K, sorts the array and using the method Array.BinSearch() finds the largest number in the array which is ≤ K.

### Problem 5. Sort by string length

* You are given an array of strings. Write a method that sorts the array by the length of its elements (the number of characters composing them).

### Problem 6.\* Matrix class

* Write a class Matrix, to hold a matrix of integers. Overload the operators for adding, subtracting and multiplying of matrices, indexer for accessing the matrix content and ToString().

### Problem 7.\* Largest area in matrix

* Write a program that finds the largest area of equal neighbour elements in a rectangular matrix and prints its size.

Example:

| **matrix** | **result** |
| --- | --- |
| |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 1 | **3** | 2 | 2 | 2 | 4 | | **3** | **3** | **3** | 2 | 4 | 4 | | 4 | **3** | 1 | 2 | **3** | **3** | | 4 | **3** | 1 | **3** | **3** | 1 | | 4 | **3** | **3** | **3** | 1 | 1 | | 13 |

Hint: you can use the algorithm [*Depth-first search*](http://en.wikipedia.org/wiki/Depth-first_search) or [*Breadth-first search*](http://en.wikipedia.org/wiki/Breadth-first_search).

# Homework: Methods

### Problem 1. Say Hello

* Write a method that asks the user for his name and prints “Hello, <name>”
* Write a program to test this method.

Example:

| **input** | **output** |
| --- | --- |
| Peter | Hello, Peter! |

### Problem 2. Get largest number

* Write a method GetMax() with two parameters that returns the larger of two integers.
* Write a program that reads 3 integers from the console and prints the largest of them using the method GetMax().

### Problem 3. English digit

* Write a method that returns the last digit of given integer as an English word.

Examples:

| **input** | **output** |
| --- | --- |
| 512 | two |
| 1024 | four |
| 12309 | nine |

### Problem 4. Appearance count

* Write a method that counts how many times given number appears in given array.
* Write a test program to check if the method is workings correctly.

### Problem 5. Larger than neighbours

* Write a method that checks if the element at given position in given array of integers is larger than its two neighbours (when such exist).

### Problem 6. First larger than neighbours

* Write a method that returns the index of the first element in array that is larger than its neighbours, or -1, if there’s no such element.
* Use the method from the previous exercise.

### Problem 7. Reverse number

* Write a method that reverses the digits of given decimal number.

Example:

| **input** | **output** |
| --- | --- |
| 256 | 652 |
| 123.45 | 54.321 |

### Problem 8. Number as array

* Write a method that adds two positive integer numbers represented as arrays of digits (each array element arr[i] contains a digit; the last digit is kept in arr[0]).
* Each of the numbers that will be added could have up to 10 000 digits.

### Problem 9. Sorting array

* Write a method that return the maximal element in a portion of array of integers starting at given index.
* Using it write another method that sorts an array in ascending / descending order.

### Problem 10. N Factorial

* Write a program to calculate n! for each n in the range [1..100].

Hint: Implement first a method that multiplies a number represented as array of digits by given integer number.

### Problem 11. Adding polynomials

* Write a method that adds two polynomials.
* Represent them as arrays of their coefficients.

Example:

x2 + 5 = 1x2 + 0x + 5 => {5, 0, 1}

### Problem 12. Subtracting polynomials

* Extend the previous program to support also subtraction and multiplication of polynomials.

### Problem 13. Solve tasks

* Write a program that can solve these tasks:
  + Reverses the digits of a number
  + Calculates the average of a sequence of integers
  + Solves a linear equation a \* x + b = 0
* Create appropriate methods.
* Provide a simple text-based menu for the user to choose which task to solve.
* Validate the input data:
  + The decimal number should be non-negative
  + The sequence should not be empty
  + a should not be equal to 0

### Problem 14. Integer calculations

* Write methods to calculate minimum, maximum, average, sum and product of given set of integer numbers.
* Use variable number of arguments.

### Problem 15.\* Number calculations

* Modify your last program and try to make it work for any number type, not just integer (e.g. decimal, float, byte, etc.)
* Use generic method (read in Internet about generic methods in C#).

# Homework: Numeral Systems

### Problem 1. Decimal to binary

* Write a program to convert decimal numbers to their binary representation.

### Problem 2. Binary to decimal

* Write a program to convert binary numbers to their decimal representation.

### Problem 3. Decimal to hexadecimal

* Write a program to convert decimal numbers to their hexadecimal representation.

### Problem 4. Hexadecimal to decimal

* Write a program to convert hexadecimal numbers to their decimal representation.

### Problem 5. Hexadecimal to binary

* Write a program to convert hexadecimal numbers to binary numbers (directly).

### Problem 6. Binary to hexadecimal

* Write a program to convert binary numbers to hexadecimal numbers (directly).

### Problem 7. One system to any other

* Write a program to convert from any numeral system of given base s to any other numeral system of base d (2 ≤ s, d ≤ 16).

### Problem 8. Binary short

* Write a program that shows the binary representation of given 16-bit signed integer number (the C# type short).

### Problem 9.\* Binary floating-point

* Write a program that shows the internal binary representation of given 32-bit signed floating-point number in IEEE 754 format (the C# type float).

Example:

| **number** | **sign** | **exponent** | **mantissa** |
| --- | --- | --- | --- |
| -27,25 | 1 | 10000011 | 10110100000000000000000 |